UML Activity Diagrams for OWL Ontology Building

Joanna Isabelle Olszewska
School of Computing and Technology, University of Gloucestershire, The Park, Cheltenham, GL50 2RH, U.K.

Keywords:

Abstract:

UML, Activity Diagram, OWL, Ontology Design, Knowledge Engineering, Software Engineering.

Building efficiently an ontology is a crucial task for most of the applications involving knowledge represen-

tation. In particular, applications dealing with dynamic processes directly shaping the ontological domain
need the conceptualization of complex activities within this domain. For this purpose, we propose to develop
an OWL ontology based on UML activity diagrams. Indeed, the Unified Modeling Language (UML) is a
well-known visual language widely adopted for software specification and documentation. UML consists in
structure as well as behaviour notations such as activity diagrams which describe the flow of control and data
through the various stages of a procedure. Our approach has been successfully validated in a study case of an

ontology with a publication repository domain.

1 INTRODUCTION

Ontologies are widely used to capture, share, and rep-
resent knowledge (Gruber, 1995). In particular, OWL
ontologies are encoded with OWL language which is
very useful to develop representations of knowledge
for research information in an ontological form (Ol-
szewska et al., 2014) or to build automated planners
(McCluskey and Cresswell, 2005).

Building an ontology is however complex and, in
general, consists of tasks such as election, description,
analysis, which are performed during four phases,
namely, specification, conceptualization, implemen-
tation, and evaluation (Gémez-Pérez et al., 2004).
Several methods for building ontologies have been
proposed in the literature, e.g. Cyc Methodology
(Lenat and Guha, 1990), Enterprise Ontology (EO)
Methodology (Uschold and King, 1995), Toronto
Virtual Enterprise (TOVE) Modelling Methodology
(Gruninger and Fox, 1995), KACTUS Methodol-
ogy (Bernaras et al., 1996), Skeletal Methodology
(Uschold and Gruninger, 1996), METHONTOLOGY
(Ferndndez-Lépez et al., 1997), SENSUS Method-
ology (Swartout et al., 1997), Enhanced Methodol-
ogy (Ohgren and Sandkuhl, 2005), Integrated Ontol-
ogy Development Methodology (Chaware and Rao,
2010). These methods set the ground of Knowledge
Engineering field, but are specific to the sole develop-
ment of ontologies.

Another approach to develop an ontology is to
use methods like those applied in Software Engineer-
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ing and to follow a software development life-cycle
(De Nicola et al., 2009). In software development,
the specifications are usually captured using notations
such as Unified Modeling Language (UML) (Lunn,
2003).

UML is a well-established, notational language
based on a model called Meta Model and it consists
of a number of diagrams with graphical notations (Jal-
loul, 2004). UML is methodology independent, and it
supports the development of a software through the
life-cycle. UML 2.0 model contains 13 types of dia-
grams which 6 show the static structure of a system
and 7 show the dynamic behavior of a system such
as behavior diagrams, i.e. use case diagrams, activ-
ity diagrams, and state machine diagrams, as well as
various interaction diagrams.

Despite UML is effective and extensively used in
Software Engineering (Bauer and Odell, 2005), little
work has been dedicated to use UML, and especially
UML behaviour diagrams such as activity diagrams,
in the phases of the development of an ontology.

Indeed, (Baclwaski et al., 2001), (Kogut et al.,
2002), (Guizzardi et al., 2004), (Cranefield and
Purvis, 1999), (Cranefield et al., 2001) only focus on
UML static diagrams such as class diagrams or object
diagrams for expressing conceptual models of the do-
main of the ontology, thus not capturing any action
but rather defining ontology classes.

(Wang and Chan, 2001) attempts to bridge the gap
between ontological models and software develop-
ment by using UML notations. However, UML static

In Proceedings of the 7th International Joint Conference on Knowledge Discovery, Knowledge Engineering and Knowledge Management (IC3K 2015) - Volume 2: KEOD, pages 370-374

ISBN: 978-989-758-158-8

Copyright (© 2015 by SCITEPRESS — Science and Technology Publications, Lda. All rights reserved



and dynamic diagrams are then used as blueprint
rather than sketches in the ontology building process.

On the other hand, (Olszewska et al., 2014) tack-
les with dynamic ontology design. As this approach
deals with Business Process Modelling, this initial
study focuses on BPMN diagrams to codify dynamic
behaviours and does not involve UML activity dia-
grams directly.

In this work, we propose to develop an ontology
including dynamic concepts and to conceptualize its
domain based on UML activity diagrams as sketches,
in order to codify dynamic behaviors of processes in
an ontological form.

We have successfully tested our approach on an
ontology developed for managing a publication repos-
itory.

We focus only on activity diagrams which have
been demonstrated to be very powerful to capture dy-
namic process of a system (Wohed et al., 2005).

The main contributions of this work are the study
of the conceptualization of dynamic behaviours in
an ontological form through an innovative framework
providing a systematical mapping of UML activity di-
agrams into OWL ontological concepts, and opening
the design of dynamic ontologies to a broader range
of knowledge-based system developers.

The paper is structured as follows. In Section 2,
we first introduce notions related to UML Activity
Diagrams. Then, we present our approach to design
an OWL ontology based on UML Activity Diagrams.
The proposed method has been successfully tested to
develop representations of knowledge for research in-
formation system in an ontological form as reported
and discussed in Section 3. Conclusions are drawn up
in Section 4.

2 PROPOSED APPROACH

An activity diagram is a state transition diagram that
consists of states and transitions between states as il-
lustrated in Figs. 1-2. A state captures a snapshot
of the system during execution. Each state is given a
name that denotes the current activity captured by the
state. A transition captures the transition of the sys-
tem from one state to another brought about by per-
forming an activity (Jalloul, 2004).

Activity diagrams can capture branching from one
state using two different transitions (see Fig. 1).
Because activity diagrams capture semantics of sce-
narios graphically, these could capture conditionals
and repetition. For example, in Fig. 2, to progress
from the state ‘System Validates Password’ to ‘Sys-
tem Opens Form’, the condition on the transition
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Figure 1: UML Activity Diagram resulting from Encode
Item activity.
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Figure 2: UML Activity Diagram resulting from User Login
activity.
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(‘/Matching Password]’) between these two states
should be respected. Otherwise, the condition ‘/Non-
Matching Password]’ is valid, and the next state after
the state ‘System Validates Password’ is the state ‘Sys-
tem Displays Message’.

A constraint is a condition that needs to be satis-
fied for a transition from a state to occur. For example,
in Fig. 2, from the state ‘System Reads Password’ to
the state ‘System Validates Password’, the constraint
on the transition is set as ‘/OK]’.

A looping may be modeled by transitions using
backward arrows from a state to a previous state or
from a state to itself (iteration). For example, in Fig.
2, the transition between the state ‘System Displays
Message’ and the state ‘System Reads Password’ cre-
ates a loop in the process.

Activity diagrams could also model simultaneous
states which are states working simultaneously, i.e.
steps processed in parallel (Ambler, 2005). States
could start simultaneously as graphically notated by a
fork or finish simultaneously as visually symbolized
by a join. For example, in Fig. 1, the states ‘User
Inputs Item Type’ and ‘System Sends Email Alert to
Administrator’ are simultaneous.

On the other hand, an OWL ontology contains
classes, individuals, and properties (Horridge, 2009).
In our approach, activity diagrams contribute to the
process of defining/refining these ontological con-
cepts, since they describe the functionality of the
system as well as its dependencies at a high level
viewpoint. Actions represented in the activity di-
agrams could be translated into ontological proper-
ties and sub-properties. Moreover, activity diagrams
add knowledge about the characteristics of the object
properties set in an ontology. Hence, loops could be
formalized by setting the related properties as transi-
tive and constraints could be formalized by annotating
the resulting properties correspondingly. Thus, the
temporal flow of the activities could be mapped into a
hierarchical structure with defined relation character-
istics as demonstrated in Section 3.

3 EXPERIMENTS AND
DISCUSSION

In order to validate our presented approach, we re-
used the ontology for publications repository In-
formation Management called ePrOnto (Olszewska
et al., 2010), developed with Protégé OWL (Protégé,
2014) and running on a Windows platform. ePrOnto
is a semi-automatic, single ontology with multiple
layers (different levels of hierarchy). Its domain re-
lies on the ePrints vocabulary (Univerity of Hudders-
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V-mmtopDataProperty
»-®hasProperties
v-mhasLoggedin
~-m=hasSendEmailAlarm
v-mhasAddeditem
~-mmhasChosenitemType
--mhasUploadedFile

----- m=hasEncodeditemDetails
--#mhasEncodeditemSubjects
----- ®hasLoggedOut

Figure 3: Example of ontological properties mapped from
the Encode Item UML activity diagram.

Ohject properties: isinSchool

mi | T |
b--#MisProperetyOf
v--mmtopObjectProperty
v-muisLoggedin
- mmhasReadPassword

Figure 4: Example of ontological properties mapped from
the User Login UML activity diagram.

field ePrints, 2014). The key related words have been
identified when logging into ePrints system and do-
ing the task of adding an item (i.e. publication) to the
repository. Capturing this information within a stan-
dard ontology language makes it universally accessi-
ble throughout the Web, and allows it to be analyzed,
queried and compared using powerful, open tools.

While the classes and relations have been de-
fined using techniques presented in (Olszewska et al.,
2014), we refined these properties and relations of the
ontology by extracting and structuring the knowledge
captured in the UML activity diagrams as described
in Section 2.

In the experiments, we have mapped the activ-
ity diagrams presented in Figs. 1-2 into the OWL
ontology. Some of the layers could be seen in Fig.
3 and Fig. 4, respectively. For example, the loop
present in the activity diagram of Fig. 2 between
the actions ‘System Reads Password’, ‘System Vali-
dates Password’, and ‘System Displays Message’ is



Query (class exprassion)

hasLoggedin value "yes"

| Execute | | Add to ontology |

Query results

Instances (1) | Super classes

‘. Sara_Taylor [[] Ancestor classes
] Equivalent classes
[[] subclasses

[[] Descendart classes

Individuals

Figure 5: Example of DL query about the action User Lo-
gin.

formalized by setting the related ontological prop-
erties ‘hasReadPassword’, ‘hasValidatedPassword’,
‘hasDisplayedMessage’ (see Fig. 4) as transitive.

The resulting ontology is compatible with the
query process such as illustrated in Fig. 5. In this
case, the system has well detected that the user called
‘Sarah Taylor’ is logged into the system.

From these experiments, we can observe that
UML activity diagrams could refine knowledge about
some processes such as the one presented in Fig. 2.
and create more properties and sub-properties into the
ontology as well as further update information about
the individuals. Thus, UML activity diagrams can be
widely used to design new dynamic ontologies, and
can also be considered as complimentary to dynamic
notations such as BPMN diagrams.

4 CONCLUSIONS

This paper is focused on the design of an ontology
with a dynamic domain. Hence, design notations
such as UML activity diagrams have been used and
translated into OWL in order to systematically model
and/or update ontological concepts and their relations.
The proposed approach has led to the capture of dy-
namic behavior and its transformation into structured
knowledge, leading to the development as well as re-
finement of a complex and large-scale ontology such
as ePronto for the University publication repository
(ePrints) system.
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