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Abstract: Nowadays, more and more services are dependent on the use of resources hosted on the web. The realization of operations such as access to the account bank, credit card operations, among other operations, is something increasingly common in current times, demonstrating not only human dependence on the internet connection, as well as the need to adapt the web resources to the daily life of society. As a result of this growing dependency, web resources now provide a greater amount of confidential information, making the risk of a cyberattack and information leaking grow considerably. In the web context, one of the most well-known attacks is SQL injection that allows the attacker to exploit, through the injection of malicious queries, access to confidential information. This paper suggests a solution for the detection of SQL injection via web resources, using the analysis of the logs of the executed queries.

1 INTRODUCTION

The rapid evolution of information technologies has made today’s society increasingly hostage to an internet connection (StudyCorgi, 2022). The number of resource-dependent quotidian services hosted on the web are increasing massively, something that has been accentuated more than ever with the appearance of COVID-19 (Subudhi and Palai, 2020), where many services that were previously manual processes have been transformed into digital processes (Portela et al., 2021), (Nachit and Belfcen, 2020). The growing of digital dependency makes an increasing number of companies to use web-hosted resources to support their business model (Dutta and Prasad, 2020). However, despite the advantages for organizations, it is necessary to take into account that, in the same way that digital dependence increases, the risk of cyberattack also increases (Ghosh, 2021), where often web resources are the most “desirable” targets for attackers for containing information of important value of the organizations. According to OWASP (Owasp, 2022), one of the most common attacks performed on web resources is SQL injection(Mukherjee et al., 2015; Bhateja et al., ). An SQL injection attack is the “injection” of a SQL query built from untrusted input data from an application’s input components. When successful, an SQL injection exploit allows the attacker to: read and/or modify sensitive data stored in the database; perform administration operations on the database server (such as shutdown the DBMS). Thus, this paper suggests a solution for the detection of SQL injection attacks. The proposed solution, focused for now on the MySQL server, it detects attacks using the history of query executions on the database server, using REGEX, and some intelligent processes.

The rest of the paper is organized as follows: Section 2 resumes the background analysis and related work for the detection/prevention of SQL injection attacks; in Section 3 is described the implementation of the proposed solution; Section 4 presents the preliminary results; Section 5 presents the conclusions and considerations for future work.

2 RELATED WORK

Many solutions for SQL injection detection have emerged in the literature of the area, proposing other approaches besides more conventional mechanisms such as Web Application Firewalls (WAFs). The use of machine learning techniques to support the de-
tection process is common in some similar solutions identified. However, the mode of operation differs from the solution presented, because they act as an Intrusion Detection System (IDS) (Hasan et al., 2019) and use another type of logs (Azman et al., 2021) to perform the detection. All approaches of this type have a good success rate in the detection process.

Other solutions (Lee et al., 2012; Katole et al., 2018) follow an approach closer to that followed by the presented solution. Building a detection mechanism based on removing the content from the attributes values of SQL queries. After removing the values of the attributes, they perform the comparison of the new version of the query with the content of the query defined in a static way. Despite the similarities, the method of comparison of queries and removal of values seems to be less efficient than the method used in the presented approach.

Implementing a proxy between the web server and the application server was another of the techniques followed (Boyd and Keromytis, 2004). This solution presents a proxy, which when receiving SQL, translates, and validates it before forwarding it to the database. This is a simple syntactic validation, because the proxy is not aware of the semantics of the query itself.

Another major solution in the area is AMNESIA (Halfond and Orso, 2007). This is a fully automated, generic approach for detecting and preventing SQL injection attacks. Its two main points are: through an analysis of the code is built the model of legitimate queries that can be generated in the application; the second point deals with monitoring of dynamically generated queries at runtime and verification of compliance with the statically generated model.

3 PROPOSAL SOLUTION

The solution presented was designed to work as an IDS. The Figure 1 shows the overall architecture of the solution. As mentioned, in the current state of development, the solution was only tested on the MySQL server, however, on other database servers (ex: SQL Server (Gribkov, 2022)) it is also possible to configure a mechanism similar to General Query Log (Documentation, 2022) present in MySQL to store the history of executed queries.

The solution requires enabling the MySQL General Query Log. It is based on this mechanism that the detection of SQL injection attacks is performed, since it allows the storage of the executed queries. Thus, after activating this mechanism, in the same execution environment of the database server, a service is configured to analyze the queries executed with a periodicity defined by the administrator, each query will be analyzed only once. For cases of non-detection of suspicious expressions of SQL injection, the query under analysis is marked as not malicious. When malicious expressions are detected in the queries, the service notifies, the administrator via email.

The existence of different techniques for SQL injection, makes one of the main difficulties in detecting this type of attacks is the identification of malicious expressions. In general, the main techniques can be classified into 2 groups (Rai et al., 2021): In-band SQL Injection, Inferential SQL Injection, each possessing several subtypes. Thus, for our first approach, the service created, performs the analysis of the stored queries trying to identify injection attacks with the Boolean based Blind SQL technique (sub-type of the Inferential SQL Injection group). In Listing 1 it’s possible to see the set of regular expressions used to identify some malicious expressions used in this technique.

[Listing 1: Regular Expressions for Boolean based Blind SQL detection.]

```python
if re.findall(r"[0-9.\-]+\[[0-9.\-]+\]", str(row)):
    # Detect retrieve values from database
elif re.findall(r"\[\w]+\[\w]+\]", str(row)):
    # Detect comments on mysql
elif re.findall(r"\[(a-z)]\[(a-z)]\[a-z]\", str(row)):
    # Detect 'character' = 'character'
elif re.findall(r"\[\w]+\[\w]+\]", str(row)):
    # Detect field empty
elif re.findall(r"[\w]+\[\w]+\], str(row)):
    # Detect strings | | |
```

Figure 1: Overview of the proposed architecture.
Through the expressions illustrated in Listing 1, expressions such as \( I=1 \) or \( 'a'='a' \) that are often used, in the Boolean Based Blind SQL technique are quickly identified, allowing to alert the administrator of a possible injection attack in progress. However, as mentioned, there are several ways to carry out SQL injection attacks, in this way, to increase the success of detection, a second check, the queries, is performed in cases where the first scan does not detect any malicious expression.

As already mentioned, the first check was designed to identify the most used SQL injection techniques more quickly. The second verification is based on the concept of fuzzy string matching (Kuruvilla, 2022; Kalyanathaya et al., 2019; Kostanyan, 2017) for the detection of malicious expressions. This concept corresponds to the identification of two strings, string characters or entries that are approximately similar but are not exactly the same. It can be implemented using different techniques, in our solution, the Levenshtein Distance (Sharma, 2022; Yujian and Bo, 2007; Haldar and Mukhopadhyay, 2011) is used. This approach provides a measure of the number of single character insertions, exclusions or substitutions that vary between the sequences under analysis. In a real application context, the execution of a trusted query may vary. One of the main reasons for this variation is the content of the parameters inserted in the clause(s) \textit{where} for filtering, which can be different from execution to execution. Thus, the solution presented, in the analysis of queries, removes, using regular expressions, the content of these parameters, reducing the occurrence of false positives. This removal allows, in the context of the proposed solution, that the Fuzzy string matching technique presents more reliable results.

Thus, the queries of the application are numbered (in the current state, this numbering is performed by the programmer). The Listing 2 shows an example of this numbering. In the definition of the query, the identifier that is intended to be assigned to the query is added as the SQL comment in the begin of the query.

Listing 2: Query Numeration Example.

```python
# Detect if
if re.findall("IF\(1=1,.true.,'false')",str(row)):
```

In addition to the numbering, an application query table is created, where all queries that should be monitored by the system are recorded. This table is a JSON file (see listing 3) where the query identifier and its contents are registered.

Listing 3: Queries table example.

```json
{
"id": 1,
"content": "select * from table where field"
}
```

The main function of this table is to save an example of the execution (without the contents of the parameters of the clause(s) \textit{where}) of the queries that will be monitored. This example does not contain any malicious expression and is used, as will be detailed, by the Fuzzy string matching technique in the analysis of the queries recorded in the logs.

The analysis process of the second mechanism begins with the search for the identifier that was assigned to the query under analysis. After this process, through regular expressions, is removed all the contents of the parameters of the clause(s) \textit{where}. With the identifier found, it is obtained, through the query table, the secure content of the query under analysis. From this point, a comparison is performed, using Python’s fuzzywuzzy (Foundation, 2022) library, between the secure content and the contents of the pre-processed logs of the query in processing. The query execution is classified as malicious when the difference obtained is greater than 10%.

The definition of this value is justified because, in the testing phase, when queries are created dynamically (common in data filtering mechanisms), the \textit{Inner joins} performed between the different tables can be different. Thus, the definition of Threshold (10%) was necessary to reduce the rate of false positives.

In cases where the difference is greater than 10%, as in the first check, the administrator is alerted. For both analysis processes existing in the proposed solution, in some contexts, namely, when more than one execution with suspected SQL injection is detected, in a short time (default 1m) the database server is blocked/shutdown preventively.

4 PRELIMINARY RESULTS

False positives/false negatives was one of the problems identified in the development phase. Thus, to try to reduce the occurrence of these events, a simpler test scenario was defined to perform the first validation of the solution. Using a web platform (iamvinitk, 2022), changed intentionally, to enable the exploitation of SQL injection attacks, along with sqlmap (G and Stampar, 2022; Bizimana and Belkhouja, 2017; Baklizi et al., 2022), which is a penetration testing tool that automates the process of detecting and exploiting SQL injection failures, it was defined that the information to be obtained in attacks on the test platform would be:
Table 1: Data obtained in different contexts tested.

<table>
<thead>
<tr>
<th>Context</th>
<th>BD Name</th>
<th>Tables Name</th>
<th>User Data</th>
</tr>
</thead>
<tbody>
<tr>
<td>Context 1</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Context 2</td>
<td>Yes</td>
<td>Yes</td>
<td>Yes</td>
</tr>
<tr>
<td>Context 3</td>
<td>Yes</td>
<td>No</td>
<td>No</td>
</tr>
</tbody>
</table>

- name of the database.
- name of existing tables.
- data of registered users.

4.1 Experimental Conditions

Only one virtual machine was used, where the test platform was configured, already with the change made, and installed the respective database server (MySQL). To obtain the information described above, the execution of the attack, through sqlmap, was performed in 3 ways:

- without protection/detection mechanisms against SQLInjection;
- using WAF(SpiderLabs, 2022) with default settings;
- using the solution illustrated in this paper.

To avoid unequal environments with each repetition, sqlmap was executed on the same installation machine of the target platform, opting to ignore the sqlmap cache with each test. Each scenario (form of attack + information to obtain) was repeated 5 times with a break of 5s between each execution. The results obtained for the presented test scenarios will be detailed in section 4.2.

4.2 Results

Figure 2: Time, in s, obtained in each context in the execution of the 3 defined steps.

In the table 1 and the figure 2 it’s possible to analyze the results obtained in the tests performed. It turns out, unsurprisingly, that for context 1, the sqlmap can obtain information in the 3 stages tested with a relatively reduced time. For the case of context 2, the sqlmap allows the bypass to be performed to the WAF (Son, 2022), allowing the obtaining of data in the 3 stages tested, despite the elapsed execution time in the 3 stages (approximately 7s). Finally, the solution presented in this paper, which presents low execution times for the 3 steps, however, as the database server is blocked after the detection of querys with suspected SQL injection, only makes it possible to obtain the database name.

5 CONCLUSION

Despite the evolution of programming technologies and frameworks, it is still quite frequent the emergence of vulnerabilities that enable the exploitation of SQL injection in applications today, causing high-value resources to be compromised. The inexperi- ence of programmers with new technologies (Dinerman, 2015; Kiskis, 2019; Mohd Yunus et al., 2018), limitations of more conventional protection mechanisms (ex: WAFs) (Vicente, 2019), too old code, are some reasons for this problem still exist.

The need for solutions that contribute to increased protection and monitoring against SQL injection attacks gives the solution presented in this paper some relevance. The simplicity of configuration, use of regular expressions and the logic of Fuzzy makes the success rate and efficiency in the process of detecting attacks is encouraging, as revealed in the first tests still performed in the development environment.

Another advantage of the solution is the independence over the technologies used in the web application that monitors, that is, as long as the database server used is MySQL, this solution can monitor any web application regardless of the technology used in its development.

However, despite the advantages described, the limitations of use to the MySQL server and the current mechanism of construction of the query table are points that must be worked out. Often programmers do not have any security training ending up not giving it the proper value (Roshaidie et al., 2020), this way, assigning the programmer the role of deciding which queries to put in the query table, may affect the success of the solution’s attack detection. Finally, given the popularity (Chand, 2022) of other existing database servers in the market, the restriction of use to the MySQL server becomes an unfavorable point to the solution that should be corrected in future work. As it was mentioned previously, another problem that emerged in the early tests, still in the development phase, was false negatives and/ or false positives. Direct text matching is usually quite complex to perform.
where it is often done using large ML algorithms. Another way to give more support to the work will be to expose the developed system to other test scenarios, which will certainly allow to refine the regular expressions and the Fuzzy logic used.

In addition, the alert and control mechanisms that the developed solution has, are contradictory with regard to the positioning of the solution in the IDS and/or IPS concepts. The initial requirements, made this solution as IDS, which although more tests were needed to refine the detection, was demonstrated in section 4, which as an IDS produces minimally satisfactory results. However, the preventive blocking of the database server, in the case of the detection of a malicious query, brings the solution closer to the IPS concept. However, in the current state of development, the preventive blocking of the database server is an aggressive option for production environments, which, along with the poor maturity of the attack detection mechanism of the presented solution, makes it impossible to put the solution as a valid IPS option in SQL injection attacks.

5.1 Future Work

Despite the technical potential of the solution and the favorable results still obtained in development tests, there is still a long way to go so that the solution presented is possible to be used in production. In this way, the following points were left for future work:

• Testing more realistic scenarios to confirm detection success rates.
• Perform tests between the solution presented, the WAF and the solutions presented in section 2.
• Change the solution so that it is possible to use in other database servers (SQL Server, Oracle).
• Modify the current query table generation mechanism for a mechanism that does not depend on the programmer.
• Redesign the solution to work as an Intrusion Protection System (IPS).
• Replaced the blocking of the database server, for redirecting traffic to a honeypot.
• Explore the solution as a forensic analysis tool for SQL injection attacks.
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