Abstract: The failure rates in introductory programming courses still shows that there is a continuous need in research to investigate and propose new methods and techniques of teaching introductory to programming courses to attract more people to the information technology field and build more skilled programmers from their first course. This study investigates students levels in multiple topics in introduction to programming, then, proposes a new science fiction themed game called Space Geeks. The game is initially designed to target arrays, and is extendable to cover more programming concepts. The design of this games helps students enhance their coding skills, gives motivation using game features, and helps them understand the arrays concept by visualisation and graphics. This work will open more insights to focus on further introductory topics such as arrays since that there has been other work to focus on other topics such as variables, input/output, and problem solving.

1 INTRODUCTION

The information technology sector is attracting a lot of students around the world according to the National Centre for Education Statistics, there is an increase of 11.7% in Information technology studies around the world. Many people have understood the need for information technology specialisations, after seeing that it is involved in many fields in the daily human lives, such as education, healthcare, engineering, and business. This led to innovating many specific majors in higher education related to computer science and information technology, with the different specialisations offered by many higher education institutions around the world. They all need introductory and beginner courses in the first year of any program, to prepare students for any computer science related major. Teaching introductory courses is considered challenging. It shapes the basic idea about computer science for students, it allows them to understand how to think like programmers, and builds their problem-solving skills. Many students do not know how to handle introductory courses, because they’re still new to IT-related studies, new to higher education techniques. Where the student is more responsible for their education, and also some have weak computer skills, thus, the failure rates are sometimes high in some introductory courses (Cheah, 2020). Many researchers have studied and analysed this problem over the years (Luxton-Reilly et al., 2018). On the other hand, many researchers suggested methods for improving teaching introduction to programming, such as gamification, blended learning, rewards, etc. one of the suggested approaches is using serious games in teaching programming (Lamb et al., 2017). Serious Games were used as learning activity in classes to increase the quality of learning (Lamb et al., 2017) and enhance the academic achievements of students in multiple topics such as programming and mathematics (Alonso-Fernández et al., 2019; Fokides, 2018; Giannakoulas and Xinogalos, 2018).

(Bergeron, 2006) defined serious games as “interactive computer application, with or without significant hardware component, that has a challenging goal, is fun to play and engaging, incorporates some scoring mechanism, and supplies the user with skills, knowledge, or attitudes useful in reality”. Further, the study by (Laamarti and El Saddik, 2014) defined serious games as “an application with three components: experience, entertainment, and multimedia”. The different definitions of serious games highlight the importance of different characteristics that must
be present in the serious games to engage, motivate and immerse the users such as entertainment and enjoyment. If a serious game doesn’t engage or motivate the user in an interactive and entertaining way as a video game does, the user will not be immersed and focused while using the serious game. Thus, the serious game will fail to deliver its educational content to the user or the benefits of playing the game will be minimised.

(Dale, 2006) conducted a survey on teachers of CS1 courses and stated that the lack of practice is the reason behind the difficulties the students face in learning computer programming. Furthermore, (Gomes and Mendes, 2007) have highlighted the need for an increased amount of practice time and students’ engagement. Therefore, serious games can be used to motivate and engage students, which can lead to an increase of practice time.

The next section will explore the previous work that have been conducted to enhance students’ understanding in introductory courses. In Data collection section, the failure rates in programming courses are investigated and data is collected and analysed to validate the previous findings. Further, analysis of a survey to identify the difficult concepts of computer programming is presented. The proposed game section highlights the developed game and finally the conclusion section that presents a summary for the paper.

2 RELATED WORK

Many interesting teaching techniques and tools were introduced in recent years, that include moving towards increased student engagement, interactive learning, adaptive tutoring, augmented reality, and more (Hantoobi et al., 2021). Serious games have been used by many people to create a more interactive and entertaining learning environment that increases the learner’s attention and supports them in their academic achievements during programming courses (Daoudi, 2022; Zhao et al., 2021). Serious games were found to have a positive effect on the learner’s journey during programming courses, it was proven to support the learning activity of students, increase their motivation, help with better academic achievement and knowledge acquisition (Kasenides, 2021; Lamb et al., 2018; Hainey et al., 2016).

Focusing on programming, especially in introductory courses, many students struggle with shaping their mental models for understanding the basics of programming, some struggle with the syntax, the problem solving, coding skills, or data structures. A lot of studies were made in this area to test methods that improve the student’s learning and understanding of certain topics (Ramabu et al., 2021; Luxton-Reilly et al., 2018; Sorva, 2013; Sorva, 2008). One of the suggested techniques was the use of visualisation in various programming conceptions such as variables, recursion, and sorting algorithms (AlZoubi et al., 2015; Tuparov et al., 2014; Badri et al., 2011; Sorva, 2008).

One of the important topics that was discussed in previous research work is teaching arrays. Many techniques were introduced and tested to ease the process of understanding and dealing with arrays in programming courses. (Hilton and Janzen, 2012) proposed using test-driven development as a main focus to guide the process of teaching arrays. On the other hand, (R.Z. Ramli and Osman, 2015) suggested focusing on visualisation to teach arrays. Also, (Figuered and Garcia-Peñalvo, 2021) proposed a predictive machine learning model based on student behaviour in course to assist with teaching arrays. Serious games were applied in different ways, in many studies that focused on arrays (Baker et al., 2012). Wu’s castle was one of the early examples to be introduced to literature, that teaches arrays and loops (Eagle and Barnes, 2008).

In general, many serious games were used to teaching computer programming concepts such as Alice, which is well-known serious game that is an innovative block-based programming environment, it’s an open-source game written in Java. It is a 3D interactive environment that has visual and narrative aspects (Aktunc, 2013). Moreover, one of the vastly used serious games is Scratch which is a multimedia environment developed by the media lab at the Massachusetts Institute of Technology. Users can develop programs by fitting fragments of computer programs together. The game allows the users to drag and drop blocks to teach them about programming topics such as variables, conditions, loops and objects (Bittencourt et al., 2015; Mishra et al., 2014). Another famous games that was used in previous literature to teach programming is Robocode. It was applied in different approaches to teaching many programming concepts (Liu, 2008; Long, 2007; Bierce et al., 2006). Catacombs (Barnes et al., 2007), Saving Serra (Barnes et al., 2007), Elemental (Chaffin et al., 2009) and Prog & Play (Muratet et al., 2011) are other examples of games that are specifically developed to teach about programming. More details are shown in the comparison table 1, that summarises the features in every game from previous work in research, based on style of programming, the main concepts that are covered in the game. Also, the game’s approach of program construction, using typing or assembling visual objects.
Table 1: Games comparison.

<table>
<thead>
<tr>
<th>Comparison Criteria / Game</th>
<th>Robocode</th>
<th>Alice</th>
<th>Scratch</th>
<th>Jeroo</th>
<th>Bomberman</th>
<th>Turtle</th>
<th>Catacombs</th>
<th>Wu's Castle</th>
<th>Prog&amp;Play</th>
<th>Lightbot</th>
<th>PlayLogo 3D</th>
</tr>
</thead>
<tbody>
<tr>
<td>Style of programming</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Procedural</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Object-based</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Object-oriented</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Covered concepts</td>
<td>Java</td>
<td></td>
<td>C</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Variables</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td></td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Conditions</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Loops</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td></td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Methods</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td></td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>User-defined data types</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Recursion</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Collections/arrays</td>
<td>X</td>
<td></td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>Code representations</td>
<td>Text</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Failures</td>
<td>Typing code</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
<td>X</td>
</tr>
<tr>
<td>Program construction</td>
<td>Assembling graphical objects</td>
<td>X</td>
<td>X</td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

3 DATA COLLECTION

Previous research found that the failure rates in programming courses are high. Moreover, the literature showed that some programming concepts are more difficult than others. In order to validate the previous findings and to highlight the most difficult programming concepts for novice students. Data were collected and analysed as shown in the following subsections.

3.1 Exploring Failure Rates in Programming Courses

In many universities around the world, Students continue to withdraw or fail introductory programming courses at rates over 30% (Bennedsen and Caspersen, 2019; Bennedsen and Caspersen, 2007). (Simon et al., 2019) "found that pass rates in introductory programming courses appear to average about 75%; that there is some evidence that they sit at the low end of the range of pass rates in introductory STEM courses.". This brought to our attention that we need to understand which topics are more difficult for students than others, so we wanted get insights on how students’ level varies from one topic to another. First, we analysed the grades of three introductory courses that discusses topics that are related to programming, which are: Introduction to programming using Java, Introduction in information technology, and Maths for computing. Then, we did further analysis to understand how students respond to different topics in introductory courses, that they take in their first semester.

We analysed 2213 records of first year British diploma students, in four different majors, Software Engineering, Cyber Security, Artificial Intelligence, and Cloud Computing, in Amman, Jordan. Table 2 shows the number of students in each major. Our findings about pass/fail rates are shown in Table 3.

Table 2: Students majors.

<table>
<thead>
<tr>
<th>Major</th>
<th>Number of students</th>
</tr>
</thead>
<tbody>
<tr>
<td>Diploma in Software Engineering</td>
<td>1281</td>
</tr>
<tr>
<td>Diploma in Cyber Security</td>
<td>674</td>
</tr>
<tr>
<td>Diploma in Artificial Intelligence</td>
<td>221</td>
</tr>
<tr>
<td>Diploma in Cloud Computing</td>
<td>36</td>
</tr>
</tbody>
</table>

We can see that the percentage of students who failed introduction to programming is higher than 30% as mentioned before by (Bennedsen and Caspersen, 2019), where the percentage is 33.5%. Unlike Introduction in Information Technology, where the students pass rates are very high since that it does not include actual coding only simple algorithms design using flowcharts, also learning about computer software and hardware, logical gates, and other IT related topics such as databases, networking, and software engineering. We notice that the Maths for Computing course has also normal fail rate but the percentage of students grades between 50 and 70 is 41.77% out of all passing students, which is considered a little high, but not as introduction to programming, since that it also does not require coding, but just maths concepts related to programming, like sets, graphs, prime numbers, probabilities, etc. The reason why introduction to programming has the highest failing rate is because it contains coding and problem solving, with focus on problems that contains loops, nested loops, and arrays.

Several studies have demonstrated that novice programmers have difficulties in learning Object Oriented Programming concepts (Kunkle and Allen,
Table 3: Students marks in the introductory courses.

<table>
<thead>
<tr>
<th>Course</th>
<th>Introduction to Programming</th>
<th>Math for Computing</th>
<th>Introduction in Information Technology</th>
</tr>
</thead>
<tbody>
<tr>
<td>Records analysed</td>
<td>800 records</td>
<td>706 records</td>
<td>706 records</td>
</tr>
<tr>
<td>Passed</td>
<td>532</td>
<td>644</td>
<td>553</td>
</tr>
<tr>
<td>Percentage from total</td>
<td>66.50%</td>
<td>91.20%</td>
<td>78.33%</td>
</tr>
<tr>
<td>Failed</td>
<td>268</td>
<td>62</td>
<td>153</td>
</tr>
<tr>
<td>Grade 50-70</td>
<td>346</td>
<td>358</td>
<td>231</td>
</tr>
<tr>
<td>Percentage from total</td>
<td>65.04%</td>
<td>8.78%</td>
<td>41.77%</td>
</tr>
</tbody>
</table>

We notice that the hardest concept for students was arrays, where 53% of the students’ rated arrays as a hard topic. Arrays are considered one of the essential topics in introductory programming courses, in order to form a good basis to learning more about programming such as problem solving, data structures and algorithms, and advanced programming skills. Teaching arrays could be challenging especially for novice students (Rigby et al., 2020), which motivates us to find a solution to improve the students’ understanding of the arrays concept and helps students achieve better in this topic. We have also asked the if they were interested in learning introduction to programming concepts using serious games. 79 out of 97 students answered that they are very interested.

It is worth noting that the games that focused on arrays are limited, but there has been a decent amount of work targeting loops, conditions, variables, and methods. Hence, we propose new game that offers a road map for learners in programming courses to learn arrays in particular. The road map contains multiple tasks for the student to complete, focused on arrays, with animation and visualisation for the written solutions. In the next section, an explanation about the game and the game-play is provided.

4 PROPOSED GAME

Space Geek is a third-person camera view, which supports interactive camera. It was designed with the aim to enable introductory programming students to practice and implement their knowledge in Java arrays. This means that it should be used in parallel with classroom or online education and not as a stand-alone tool for teaching arrays. The game is developed using Unity3D game engine and it is connected to an external API which serves as a Java compiler.

Space Geeks is a science fiction themed game, in which the goal is to help the character to move through the rooms by writing code to answer several questions to reach the end of the alien building so the character can reach outer space. Figure 2 shows a screenshot of the character in game.
In each room there is a computer, in which the character can interact with. Once the character interacts with the computer a screen appears with a question. The screen contains source editor to write code to answer the question. The player should answer the question by writing Java code to solve the problem. After the code is written the player can submit the code. The external API will compile it and return the result to the user as seen in Figure 3. If the question is answered correctly, then an animation will be played to visualise the answer. The animation can vary from constructing an array of objects to reordering a pile of objects. The animation was added to visualise the process since several studies associated all the challenges in teaching computer programming to the lack of visualisation (Derus and Ali, 2012; Rosenberg and Kölling, 1997).

The questions are represented by levels, where each level is a room. The player cannot get out of the room unless the question is answered. Once the question is answered correctly, then the room’s door will be unlocked and the character can move to the next room. The current prototype of the game consists of 9 questions embodied by 9 rooms. It starts with a simple question which is declaring an array and as you move through the rooms, the questions become more complex.

A noteworthy effort has been made by (Calderón and Ruiz, 2015). They explored the literature and summarised the quality characteristics that have been used to evaluate serious games into 18 characteristics, which are game design, user’s satisfaction, usability, users experience, understandability, enjoyment, motivation, user interface, playability, pedagogical as-
pects, performance, learning outcomes, engagement, usefulness, cognitive behaviour, social impact, acceptance and efficacy. (Abdellatif et al., 2018a) grouped the quality characteristics based on their importance into two groups, which are primary and secondary.

The game was designed taking into consideration the primary quality characteristics of serious games which are usability, motivation, engagement, user’s experience and understandability that were highlighted by (Abdellatif et al., 2018b) with emphasis on understandability and usability quality characteristics among other quality characteristics due to their superior importance.

The game is expandable, since more questions can be added or even a new topic can be introduced such as conditions, loops, data structures and algorithms. This version of the game supports only Java. However, it can be extended to other programming languages by simply using other compilers APIs.

5 CONCLUSIONS

Many students continue to fail introductory to programming courses. Failure rates are still above 30% as mentioned in previous research work, and as we prove in this research. The studies must continue on finding and improving innovative techniques of teaching introductory programming topics, because of the great need in the world for more people working in the information technology field. In this research, we analysed students records to get accurate insights on students levels in multiple introductory courses, we investigated the failure rates and the overall average. Our findings show that there was 33% failure rate in introduction to programming. Then, we studied students responses to evaluate their knowledge in many introduction to programming topics, and we found that many students face problems with understanding arrays. This study proposed a new game; Space Geeks, that targets arrays as the main concept, its a science fiction themed game that includes visualisation, graphics and animation, and it is consisted of multiple levels that adds motivating features for students. This game also encourages students to apply their coding skills and motivates them to do coding exercise at every room in the game to finish more steps in the game road map, since that many students have lack of practice and need motivation to enhance their coding skills. For future work, several tests must be applied to Space Geeks, starting from assessing the quality of the game for the purpose of highlighting the game strengths and weaknesses in order to improve them. Moreover, a suitability test must take place such as the work suggested by (El Borji and Khaldi, 2014) to check if the game is applicable on a certain audience. Finally, Space Geeks must be tested in an educational environment by designing an experiment to measure the effectiveness of using it on students, if any. This test will be used to measure two of the most important quality characteristics of a serious game which are learning outcomes and pedagogical aspects. As they form the difference between video games and serious game in which their occurrence make games have educational content and purpose.
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