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Abstract: Industrial automation is the earliest and best established application of robotics. Today, however, increasing complexity of industrial robotics applications places high demands on system integrators. In order to make this complexity more manageable, we developed a model-driven engineering approach for the modular composition and simulation of complex ensembles of industrial robots based on the Robot Operating System (ROS). The approach consists of a domain-specific profile for the Unified Modeling Language (UML) and a model-to-text transformation for automatic generation of artifacts required for control and simulation. The modelling methodology and code generation were successfully applied to a use case example which is also described in the paper.

1 INTRODUCTION

Industrial automation is the earliest and best established application of robotics. Today’s high degree of robotic automation in modern manufacturing and logistics culminates in lights-out manufacturing, with factories running entirely autonomous and humans acting merely as bystanders to oversee smooth production flow. This is enabled by complex ensembles of industrial robots, placing high demands on the vendors extending their capabilities, but also in particular on system integrators who must ensure the correct interplay of diverse robotic components. System integration and virtual commissioning involve large manual effort by engineers, and expert knowledge is often required even for routine tasks. This is to a great extent caused by a lack of formalization, since engineering data such as, e.g., data sheets and technical specifications, are often hidden in non-machine-readable documents. Also, despite software playing an integral part in any modern automation solution, system integration in industrial robotics is often still seen as a mechanical and electrical engineering discipline. As a result, recent advancements in software engineering are adopted very slowly.

With the work presented in this paper we intend to bring model-driven engineering (MDE) to the realm of robotics system integration and simulation based on the Robot Operating System (ROS). MDE is a well-established practice in software engineering and has been leveraged in robotics programming before. However, the main concern of existing approaches is behavioral modelling aimed at analysing and generating control software for robots. In contrast, our work targets structural properties of components and robots with the aim to easily compose and simulate complex robot ensembles.

The rest of this paper is structured as follows: Section 2 details the motivation and goals of our work, followed by a brief discussion of related work in section 3. Section 4 then introduces our modelling methodology, section 5 explains the code generation and section 6 presents a use case example for evaluation. Finally, section 7 summarizes and concludes the paper with an outlook on future work.

2 MOTIVATION AND GOALS

Implementing and simulating robotics applications with ROS requires a lot of manual coding in a variety of different languages and textual notations. Information is often spread and replicated across multiple files for different purposes and tools. Also, lacking means for structured reuse often leads to code duplication (Estefo et al., 2015). This creates a steep learning curve for beginners, but also makes it hard even for experienced developers getting an overview of a
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system, slowing down the development and possibly resulting in inconsistencies and faults that are difficult to debug. We consider the fast evolution, openness and diversity of tools and standards a strength of ROS. However, the fragmented nature of the tool landscape and competing and evolving standards further aggravate the issue, as applications become prone to changes of the targeted tools and underlying technologies. Missing standards and heterogeneity make reuse and composition a highly manual process and less accessible to tool support and automatic validation.

As a solution, we suggest an MDE approach that allows graphically designing robots based on reusable components. Code generation is then applied in order to reduce manual programming effort. The objective of our work is speeding up the development and increasing maintainability of ROS applications through formalization, modularization and automation. Formalization is a prerequisite for automation and can also enable advanced reasoning, model-checking and knowledge management. Modularization is intended to facilitate reuse and simplify configuration. Automation helps reducing manually written boilerplate code and supports an efficient and user-friendly workflow based on graphical modeling and code generation. Secondary concerns of our work are portability across tools, simulators and platform versions, in particular ROS 1 and ROS 2, as well as integration with existing ROS packages.

3 RELATED WORK

Many different MDE approaches for robotics have been and still are being developed. Approaches differ in the used metamodels and their targeted platforms, functionalities and modelled aspects. Technically however, most are based on the Eclipse Modeling Framework (EMF) and associated tools. A comprehensive and recent overview of relevant MDE efforts targeting ROS is found in (Hammoudeh Garcia et al., 2019) and (Hammoudeh Garcia et al., 2021). Their work in the context of the SeRoNet project focuses on reverse engineering models from manually written ROS code. Common to their approach as well as the ones of SmartSoft (Schlegel and Worz, 1999) including the SmartMDSD toolchain (Stampfer et al., 2016), BRICS (Bruyninckx et al., 2013) and the BRIDE toolchain (Bubeck et al., 2014), and ReApp (Awad et al., 2016) are component-based architectures, either based on the Unified Modelling Lan-

guage (UML) or a similar custom metamodel. Also, they focus mostly on behavioral modelling in contrast to structural modelling. Another relevant and ongoing effort is the work on Papyrus for Robotics serving as an integration platform for MDE approaches from the RobMoSys project.

In the context of factory automation and ROS, ROS Industrial must also be mentioned. This open-source project is led by an international consortium and develops capabilities for industrial robotics and automation with ROS. It has recently been supported by the ROSIN project, aiming at providing ROS Industrial quality-assured robot software components. Three related sub-projects stem from the context of ROSIN:

The Robotics Language (RoL) proposes a framework for domain specific languages to describe robot behavior. It allows to integrate mini-abstraction languages in order to describe behavior in terms of, e.g., a state machine and can thus be seen as an MDE approach for ROS-based systems. However, it does not provide capabilities for structural modelling. In contrast, the Hardware Robot Information Model (HRIM) (Zamalloa et al., 2018) proposes a common software interface for robot modules, facilitating interoperability, reconfigurability and flexibility. It focuses on communication, though, and does not consider physical structure. The ROS-MDD project is an effort to integrate HRIM into Papyrus for Robotics, but also to provide code generation and round-trip engineering. Unfortunately, the status of this work is unknown. Finally, there exist two related standardization efforts by the OMG: Robotic Technology Component (RTC) (The Object Management Group, 2012) and Hardware Abstraction Layer for Robotic Technology (HAL4RT) (The Object Management Group, 2016). The main focus of these standards is to provide standardized programming interfaces for different kinds of robotic hardware components. Like HRIM, they do not consider physical structure.

We can conclude that many promising MDE projects targeting ROS and robotics in general exist, but they are mostly directed at behavioral modelling. With our work we continue previous structure-oriented efforts by extending them to physical aspects and complement the existing behavior-oriented approaches.
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4 MODELLING METHODOLOGY

Owing to the highly generic nature of UML, there is usually more than one way to model any given system. It is nevertheless often useful to choose a specific modelling methodology in order to reduce ambiguity and ensure interoperability. In the following we first outline the structure of the profile and then explain the intended use of the concepts provided therein.

4.1 Structure of the UML Profile

When modelling, we distinguish four main structural concepts: packages, basic and composite robot components, robots, and robot ensembles. Whereas packages are a means of arbitrarily structuring the model and resulting code, the other concepts directly relate to the actual structure of the modelled system. The internal structure of these high-level concepts is then described in terms borrowed from various formats used in ROS, most notably URDF, SRDF and SDF.

The Unified Robot Description Format (URDF) is an XML-based format for representing robot models. URDF is the most prevalent format for this purpose in the ROS ecosystem, although it has some limitations. For example, closed kinematic loops can not be expressed since URDF represents robot models in a tree structure. Further, it is mostly limited to kinematic properties and does not allow semantic information to be included. Such is instead commonly expressed using the likewise XML-based Semantic Robot Description Format (SRDF). SRDF shares its general structure and some concepts with URDF, but instead of physical properties it is targeted at describing groups of links and joints and their functional interaction. As a third XML-based format, the Simulation Description Format (SDF) is also used for describing robots, but also other static and dynamic objects, lighting and terrain for simulation. This format was originally developed for the Gazebo robot simulator and has many commonalities with both, URDF and SRDF. The concepts contained in the profile can be divided into the following groups:

Infrastructure and Types. Software in ROS is organized in packages which are represented in the profile by the «ROS Package» stereotype. Robot ensembles are specified using the «Ensemble» stereotype. The profile also provides certain frequently used data types, e.g., vectors, quaternions and frames.

Links and Joints. A basic robot model constitutes of links, i.e., rigid bodies with physical properties, and joints connecting them. Links and joints are assembled, together with other information on their interaction, into components and robots. In order to specify links and joints, the profile contains a generic «Link» stereotype and different stereotypes for various types of joints, e.g., «FixedJoint», «RevoluteJoint» and others.

Actuators and Transmissions. An actuator is a component of a mechanical system translating a control signal and energy into movement. The most prevalent type of actuators in robotics are electric motors. In URDF, transmissions describe the effect an actuator takes on a joint. Both concepts are represented in the profile by the «Actuator» stereotype, a specialization of «Link», and the «Transmission» stereotype.

Robotic Arms and End Effectors. An essential feature of industrial robotic arms is their end effector, i.e., the device at their end designed to interact with the environment. Many different kinds of end effectors exist for different purposes. Examples include general-purpose and specialized grippers for handling, tools for various joining technologies like welding, gluing, bolting, etc., as well as tools for cutting technologies like laser cutting or milling.

4.2 ROS Packages

For each ROS package certain metadata must be specified, e.g., author information and dependencies to other packages. For modelling such metadata, we use a Package Diagram and Packages decorated with the «ROS Package» stereotype. Dependencies can be specified in two different ways, conditional on whether the depended upon package is part of the model or not. For packages being part of the model, dependencies are specified with Dependencies decorated with one of the «exec», «run» or «build» stereotypes. Other external dependencies can be added to the respective properties of the «ROS Package» stereotype.

As a best practice for structuring the model and resulting code, we suggest to create individual packages for each robot and tool, as well as an additional package for the specification of robot ensembles. For a simple setup with a single robot and tool, this would result in a package structure as depicted in figure 1 based on ROS Industrial naming conventions.
4.3 Components and Composites

Every component, robot and robot ensemble is represented by a Component in a Class Diagram and decorated with the respective stereotype «Component», «Robot» or «Ensemble». The inner structure of a component or robot is then specified in a Composite Structure Diagram (CSD). Therein, each link is represented by a Property. Links can be specified in two different ways: On the one hand, the «Link» stereotype can be added to the Property and the link is specified in-place. On the other hand, the link can be specified in an accordingly decorated Class acting as the type of the Property. Joints are represented in the CSD by Connectors decorated with the appropriate «...Joint» stereotype and connecting two Properties representing links. Figure 2 shows the CSD of a robotic arm and figure 3 shows the composition of the arm with a tool.

The structure of robot ensembles is specified in a CSD similar to the inner structure of a complex component. Therein, each robot is represented by a Property decorated with the «RobotInstance» stereotype and typed with the respective Component represent-

4.4 Actuators and Transmissions

Actuators are modelled as a specialization of links. The joint an actuator is taking effect on is marked by a Dependency decorated with the «Transmission» stereotype and having the respective Connector as its client and Property as its supplier. Since actuators are often standardized off-the-shelf components, we recommend to specify them in an individual Class and reuse this. However, specifying them in-place, as described earlier, is also possible.

4.5 MoveIt Planning Groups

Precisely positioning the end effector at a desired pose or moving it along a path is the principal function of a robotic arm. This leads to the problems of forward kinematics, i.e., calculating the position of the end effector based on a known state of all joints, and inverse kinematics, i.e., calculating a valid joint configuration in order to reach a given pose of the end effector. Whereas the former is relatively easy to solve with trigonometric formulas, the latter is more complex and may require numerical solutions and heuristics. The MoveIt framework (Coleman et al., 2014) is a popular choice for ROS developers to solve this.

In order to prepare a component for use with MoveIt, it can be marked with the «KinematicChain» stereotype, a concept borrowed from SRDF. A kinematic chain is defined through its base link and tip link, both represented in the profile as properties of the «KinematicChain» stereotype.

5 CODE GENERATION

As explained earlier, simulating and controlling a ROS-based robot requires numerous related files in different formats as input for the tools and processes involved. A model-to-text transformation allows to
In the context of the ITEA3 project eXcellence in Variant Testing (XIVT) (Schlingloff et al., 2020) we implemented the XIVT Robotics Demonstrator in order to test and showcase the developed methods. In its default configuration the demonstrator consists of...
Figure 5: Files generated for MoveIt.

Figure 6: XIVT Robotics Demonstrator.

two desktop-sized robotic arms, each mounted at one of twelve pre-defined spots on a table plate, leading to a total of 80 different positioning variants. Each robotic arm can be equipped with one of five different tools, i.e., three types of grippers, an electromagnet and a suction cup. Fig. 6 shows a screenshot of a simulation of the demonstrator.

Based on this setup we performed a case study in which we modelled the individual components and the overall setup. Parts of the resulting model are shown in figures 2 and 3. We then generated the respective ROS packages for simulation and motion planning as shown in figures 4 and 5. Finally, we used the generated packages to implement and simulate two pick-and-place scenarios in which one robot picks up an object from the table and hands it over to the other robot which then places it back on the table. In the first scenario, the robots’ behavior is implemented based on the low-level joint trajectory controllers. In this case, the program code needs to be adjusted according to the robot positions. In the second scenario, the robots use the generated MoveIt configuration for motion planning in order to perform the handover regardless of their positioning on the table.

The robot model used in the demonstrator is the Niryo One by the French manufacturer Niryo, who also provides open-source ROS packages for programming and simulation. We used these packages as a reference to structure our model and successfully checked the generated packages for correctness and completeness.

Using MoveIt with a newly configured robot usually requires going through a 12-step setup assistant. Included in these 12 steps are the configuration of named robot poses, passive joints and sensor configuration (steps 5, 7 and 8), which were not taken into consideration, as they are not part of the use case. These would still have to be performed by the setup assistant, if desired. Using the generated packages, we were able to reduce the remaining nine steps to a single step, i.e., generating the self-collision matrix, which is recommended but not required to perform.

In summary, the generated packages reduce the required manual configuration significantly and can entirely eliminate it in simple cases.

7 CONCLUSION AND FUTURE WORK

In this paper we presented a model-driven engineering methodology to describe and simulate ROS-based robots using a UML profile and code generation. We successfully applied the methodology to a small use case example and found it to be usable and useful in order to handle complexity through modularization, automation and formalization. The support for graphical editing in Papyrus, reduction of manual coding and automatic default configuration were particularly helpful. In view of more complex use cases, maintenance of large diagrams can of course be an issue. We expect this to be mitigated through the modularization entailed by component-based architectures.

As stated previously, we see our work as complementary to existing MDE approaches mainly directed at behavioral modelling. Hence we see integration with such solutions, in particular Papyrus for Robotics, as a promising direction for future work. Another worthwhile effort is to facilitate the adoption of model-driven approaches by integrating them with state-of-practice engineering tools. In this regard we are currently working on an export of our models to the Computer Aided Engineering Exchange (CAEX) and AutomationML format, a data exchange format commonly used in industry.
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