A Novel Approach for Repairing Reconfigurable Hierarchical Timed Automata
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Abstract: Timed Automata (TA) is a formalism for formal modeling and verification of systems with temporal requirements. Reconfigurable hierarchical timed automata (RHTA) extend TA to cover reconfigurability and hierarchy of large reconfigurable discrete event control systems (RDECS). After formal modeling of an RDECS with RHTA, formal verification against functional properties is done using model-checker. In the case of non-satisfaction of a property, the model-checker generates a counterexample. Mostly, non-satisfaction of a functional property is owing to incorrect clock constraints (guards and invariants). In this paper, we propose an approach based on mutation testing for repairing the faulty RHTA model so that the concerned functional property be satisfied. First, the hierarchy structure of each configuration is tested and repaired. Then, the generated counterexample is used to repair the wrong guards specified in TA models which are constructing the RHTA model. Experimentation shows that the proposed approach is able to repair a considerable part of the RHTA model designed initially.

1 INTRODUCTION

Hierarchical RDECSs have hierarchical changeable structures and behaviors over time. Reconfiguration is required either to respond to requirements by users or to handle unexpected hardware malfunctions. Hierarchical modeling is useful since it is applicable to real-life embedded systems, it specifies large systems in different levels and it allows the reuse of components. To introduce reconfigurability and hierarchy to TA models, the extension reconfigurable hierarchical timed automata (RHTA) is proposed in (Bettira et al., 2019). RHTA is a structure of hierarchical behavior graphs where each graph is constituted of basic components (TA models) and it represents a configuration. A behavior graph is reconfigured to another one by applying reconfiguration functions.

Verification of required properties is done using a model-checker which receives two inputs, the system model and the set of properties to be checked specified in a temporal logic such as computational tree logic (CTL) (Boucheneb et al., 2009). Formal verification is the most reliable validation activity for RDECSs. However, it does not include a repairing process that fixes the initial design in the case of non-validation.

There are several works on testing timed automata (and its extensions) (Springintveld et al., 2001), (Hessel et al., 2008), and (Luthmann et al., 2019) however, the repairation of these models is not widely handled. In (Nielsen and Skou, 2003), the test generation from timed automata is automated. In (Aichernig et al., 2013), model-based mutation testing is introduced. Authors in (Aichernig et al., 2014) combine model-based mutation, classical mutation testing, and model-based debugging to propose a methodology for mutation-based debugging of real-time systems. In (Aichernig et al., 2015), several optimizations of a symbolic conformance checker are proposed using constraint solving techniques to solve the state space explosion problem. The work (Arcaini et al., 2019) on software product lines proposes an evolutionary approach to obtain a new feature model that captures the given requested changes from existing products. Repairing Timed automata is explicitly handled in (André et al., 2019). The authors propose a repairing process using abstraction and testing. The process includes six steps for repairing TA clock guards. One
of these steps is the generation of constraints which is an expensive phase.

To the best of our knowledge, no previous work has dealt with RHTA repairing. In this paper, we propose a novel approach for repairing the initial RHTA designed for a hierarchical RDECS. First, the hierarchy structure of each configuration is tested and repaired. Then, basic components of each configuration which are verified against a set of functional properties are tested and repaired (i.e., correction of time constraints). Finally, the reconfiguration automaton of the whole RHTA is repaired. The approach is based on mutation testing and the generated counterexample from the RHTA verification stage. The approach is able to partially repair incorrect models in a reasonable time considering the large size of RHTA models.

The remainder of this paper is organized as follows. Section 2 presents the background concerning the extension RHTA. Section 3 provides an approach for the repair of RHTA models. Section 4 applies the extension RHTA. Section 3 provides an approach for repairing the initial RHTA has dealt with RHTA repairing. In this paper, we propose a novel approach for repairing the initial RHTA designed for a hierarchical RDECS. First, the hierarchy structure of each configuration is tested and repaired. Then, basic components of each configuration which are verified against a set of functional properties are tested and repaired (i.e., correction of time constraints). Finally, the reconfiguration automaton of the whole RHTA is repaired. The approach is based on mutation testing and the generated counterexample from the RHTA verification stage. The approach is able to partially repair incorrect models in a reasonable time considering the large size of RHTA models.

The remainder of this paper is organized as follows. Section 2 presents the background concerning the extension RHTA. Section 3 provides an approach for the repair of RHTA models. Section 4 applies the extension RHTA. Section 3 provides an approach for repairing the initial RHTA has dealt with RHTA repairing. In this paper, we propose a novel approach for repairing the initial RHTA designed for a hierarchical RDECS. First, the hierarchy structure of each configuration is tested and repaired. Then, basic components of each configuration which are verified against a set of functional properties are tested and repaired (i.e., correction of time constraints). Finally, the reconfiguration automaton of the whole RHTA is repaired. The approach is based on mutation testing and the generated counterexample from the RHTA verification stage. The approach is able to partially repair incorrect models in a reasonable time considering the large size of RHTA models.

2 BACKGROUND

Before we introduce our approach, some basic definitions are briefly recalled in this section.

2.1 Timed Automata

A timed automaton as reported in (Bengtson and Yi, 2003), (Bouyer et al., 2008) is formally defined as $A = (L, l_0, C, \Sigma, E, Inv)$ where (i) $L$ is a set of locations, (ii) $l_0 \in L$ is the initial location, (iii) $C$ is a set of clocks, (iv) $\Sigma$ is a set of input, output, and internal (denoted $\tau$) actions, (v) $E \subseteq L \times \Sigma \times B(C) \times 2^C \times L$ is a set of edges between locations with an action, a guard, and a set of clocks to be reset, and (vi) $Inv : L \rightarrow B(C)$ assigns invariants to locations.

The semantics of TA (Bengtsson and Yi, 2003), (Bouyer et al., 2008) is given through a transition system (denoted by $TS$), it is also named timed transition system or labeled transition system where a state is a pair $(l, u)$, $l$ is the current location and $u$ is a function providing the current values of clocks ($u : C \rightarrow R_{\geq 0}$). There are two types of transitions between states. The automaton may either delay for some time (i.e., a delay transition), or follows an enabled edge (i.e., an action transition).

2.2 Reconfigurable Hierarchical Timed Automata

2.2.1 Formalization

RHTA (Bettirra et al., 2019) are an extension of timed automata for hierarchical RDECSs modeling and verification. An RHTA is formally defined as $RA = (BC, BG, R)$, where (i) $BC$ is a finite set of basic components, (ii) $BG = \{g_0, g_1, ..., g_{n-1}\}$ is a set of $n$ hierarchical behavior graphs representing the different behaviors (configurations) performed by the modeled system, and (iii) $R$ is a finite set of $m$ reconfiguration functions $R = \{r_1, r_2, ..., r_m\}$. A reconfiguration function $r$ is a structural modification that transforms one configuration to another configuration after the fulfillment of certain preconditions.

A basic component in set $BC$ is represented as a timed automaton. A hierarchical behavior graph is a tuple $g = (V, V_0, T, Lab, Prob, F)$ where,

- $V$: is a finite set of vertices (nodes) such that $v \in V$ is represented by one or several basic components (i.e., one TA model or a TA network).
- $V_0 \subseteq V$: is a set of initial vertices.
- $T : V \rightarrow V$ is the decomposition transition relation between two vertices from two successive levels (i.e., activation of components).
- $Lab : 2^V \rightarrow \{\text{AND}, \text{OR}\}$ is a labelling function mapping a subset of vertices outgoing from the same vertex to one of the labels "AND" or "OR".
- $Prob : T \rightarrow [0, 1]$ is a probabilistic transition function that maps each transition to a real number in interval $[0, 1]$, where 1 is the default probabilistic value for a transition.
- $F \subseteq V$: is a finite set of end vertices in the last level of the hierarchy.

A behavior graph represents one configuration of the hierarchical system (as seen in Figure 1): Formally, a reconfiguration function $r$ is a couple $(Cond, m)$ where,

- $Cond \in \{\text{true}, \text{false}\}$ is the precondition of $r$.
- $m : (g, v) \rightarrow (g', v')$ is the structure modification instruction that transforms one graph (i.e., configuration) $g$ to another $g'$, where $g, g' \in BG$.

The set of fundamental structure modification instructions of RHTA is detailed in Table 1 such that $v_1, v_2 \in V$ are two vertices, $A \in BC$ is a basic component, $x \in [0, 1]$ is a real number, and $X \subseteq V$ is a subset of vertices. The concatenation between basic modification instructions is denoted by $+$ to build complex modification instructions.
to repair the initial RHTA model.

### 3. AN APPROACH FOR REPAIRING RHTA MODELS

In this section, we propose a novel repairing approach of RHTA as depicted in Figure 3. The approach takes the system under validation (SUV) and its model designed with RHTA as inputs to obtain a repaired RHTA model. SUV is considered as a black box that can be queried for acceptance of RHTA structure (i.e., how the system components are organized) and also for acceptance of reconfiguration functions. Besides, the approach exploits the counterexample generated by TA model-checker with the mutation testing for the repairation of the basic components themselves (i.e., TA models). Indeed, we can not handle all kinds of faults for one TA model in an economic correction time. We focus on repairing guards, invariants, and resets which have been incorrectly defined because they are mostly responsible for non-satisfaction of a functional property.
3.1 RHTA Structure Repairing

Definition 1. In one behavior graph (configuration), each node (component) with its sub-nodes of the next level is defined as a block. Let \( v_i \in V \) denotes the source node and \( V_{\text{target}} \subset V \) denote the set of its sub-nodes for one block.

Definition 2. A block mutant represents one block with a simple modification. Under the assumption that each component is on its correct level and only activation connections and labels nature can be wrong, we propose three mutation operations effectuated over a block to implement three kinds of structural faults that can be done by the modeler.

- **Change Source:** \( v_s \) is replaced by another node on the same level. This modification is for detecting whether \( v_s \) is the correct activator component of its sub-components.

- **Change Target:** each target node in \( V_{\text{target}} \) is replaced by another node on the same level. This modification is for detecting whether \( V_{\text{target}} \) is the correct set of sub-components that \( v_t \) should activate.

- **Change Label:** change the label \( \text{Lab}(V_{\text{target}}) \). This modification is for detecting whether the modeler sets the correct activation mode (i.e., "AND" or "OR") for the set of sub-components \( V_{\text{target}} \).

Figure 4 represents the structure repairing process for an RHTA.

![Figure 4: Structure repair process for an RHTA.](image)

Figure 4 represents the structure repairing process of an RHTA. First, each configuration (behavior graph) in \( BG= \{g_0, \ldots, g_n\} \) is divided into \( p \) blocks. Then, a set of mutants is generated for each block. After that, SUV is queried for the acceptance of the mutants. If all generated mutants for one block are not accepted, the original block is correct. Else, the block is repaired based on accepted mutants.

3.2 RHTA Basic Components Repairing

Verification of an RHTA against a set of functional properties consists of applying TA model-checker to each \( TS(v) \) of the initial configuration \( g_0 \), and to non-similar parts (i.e., new TSs) of the other configurations generated from \( g_0 \). Non-satisfaction of functional properties such as deadlock-freeness, safety, ...etc. is due to wrong guards, invariants, and resets of clocks specified by the designer during the modeling stage. In this case, the counterexample is generated as one path of couples under the form \( (l_v, u_v) \) from \( TS(v) \). \( l_v \) is a set of locations of TA network which is represented in the node \( v \) and \( u_v \) is the clocks valuation. In our approach, we use this counterexample to detect and repair wrong guards, resets, and invariants.

Definition 3. A TA mutant represents an intentionally modified version of the original designed TA which implements a common modeling error. We propose five mutation operations that affect guards, resets, and invariants.

- **Change Guard:** each equality/inequality sign appearing in the guard is replaced by another one. This implements incorrect enabling conditions in transitions.

- **Negate Guard:** each guard is replaced by its negation. This covers faults because of a modeler forgot to negate an enabling condition.

- **Change Invariant:** each equality/inequality sign appearing in the invariant is replaced by another one. This implements incorrect stay conditions in locations.

- **Negate Invariant:** each invariant is replaced by its negation. This covers faults because of a modeler forgot to negate a stay condition.

- **Change Reset Clock:** each clock appearing in a reset is replaced by another one. This implements the incorrect choice of clocks to be reset.

From generated counterexample, figure5 depicts the different steps followed for detecting and repairing wrong guards, resets, and invariants in TA models (basic components).

- **Step 1:** let \( TA_{\text{test}} \subset BC \) denote the set of TA which can implement wrong guards, resets, and invariants. We identify \( TA_{\text{test}} \) through, \( \forall A= (L, l_0, C, ...) \)
Step 2: a set of mutants is generated for each $A \in TA_{test}$ using relevant mutation operations.

Step 3 and 4: to detect whether the faults in the mutated models have been really implemented by the modeler, a conformance check between the original and the mutated TA models is required. In this step, timed input/output conformance relation tioco (Schmaltz and Tretmans, 2008), (Krichen and Tripakis, 2009) is used to analyze the set of mutants. If all mutants of one $A \in BC$ are not conformed, $A$ is eliminated of $TA_{test}$ (i.e., $A$ has been correctly designed).

Step 5: finally, one mutant from the remaining mutants is selected for each $A \in TA_{test}$ to be its repaired model $A_{rep}$. The selected mutant $A_{rep}$ is the closest to $A$ because we suppose that the designer always makes simple modeling errors.

### 3.3 Inter-repairing of RHTA

Once each configuration is repaired structurally and behaviorally, the whole reconfiguration scenario should be also repaired if inter-verification of RA is incorrect (see Figure 2). This phase is necessary since the system during reconfiguration may behave incorrectly despite the reparation of each configuration separately.

In the inter-verification of RHTA (Bettira et al., 2019), RA is considered as an automaton where states are the different configurations and transitions are the reconfiguration functions. In the case of incorrectness, the counterexample generated by the model-checker is a chain of configurations that causes the problem. First, this chain is exploited to identify the set of reconfiguration functions that can be wrong. After that, SUV is queried again for the acceptance of these reconfiguration functions. Finally, the modeler rechecks and repairs not accepted reconfiguration functions.

### 4 EXPERIMENTATION

In this section, we apply the different parts of the proposed RHTA repair approach on the “train gate system” as a real system to show and evaluate the reparation results in term of number of repaired faults and its correction time.

#### 4.1 Illustrative Example (Train Gate System)

We consider $EXP = \{BC_{exp}, BG_{exp}, R_{exp}\}$ as a simple system designed with RHTA such that:

- $BC_{exp} = \{A_0, A_1, A_2, A_3, A_4, A_5, A_6, A_7, A_8\}$ is the set of TA models representing the basic components of this system.
- $BG_{exp} = \{g_0, g_1, g_2\}$ is the set of behavior graphs representing the possible configurations as presented in Figure 6.
- $R_{exp} = \{r_1, r_2, r_3, r_4\}$ are four reconfiguration functions that reconfigure the system from $g_0$ to $g_1$, from $g_1$ to $g_2$, from $g_2$ to $g_1$, and from $g_3$ to $g_0$, respectively. These reconfiguration functions are described in Table 2.

Figure 6: System configurations.

<table>
<thead>
<tr>
<th>reconfig. functions</th>
<th>Cond.</th>
<th>$m$</th>
</tr>
</thead>
<tbody>
<tr>
<td>$r_1$ Malfunction 1</td>
<td>new(v2)+ new(v0, 0.5, v5)+ new(v2, v4)+ mdf(v1, v4)+ mdf(v1, v3)+ mdf(v4, v1)+ AND(v1, v4)+ new(A0, v0)</td>
<td></td>
</tr>
<tr>
<td>$r_2$ User requirement 1: deactivate the component v2</td>
<td>mdf(v2)+ mdf(v0, v2)+ mdf(v2, v4)+ mdf(v0, v1)+ new(v1, 0.7, v4)+ mdf(v3, v2)+ mdf(v1, 0.3, v3)+ new(A0, v0)+ OR(v1, v2)</td>
<td></td>
</tr>
<tr>
<td>$r_3$ User requirement 2: reactivate the component v2</td>
<td>new(v2)+ new(v0, 0.5, v5)+ mdf(v2, v4)+ mdf(v0, v1)+ new(v1, v4)+ mdf(v4, v1)+ AND(v1, v2)</td>
<td></td>
</tr>
<tr>
<td>$r_4$ Malfunction 2</td>
<td>mdf(A0, v0)+ new(A0, v0)+ new(A0, v0)+ AND(v1, v2)</td>
<td></td>
</tr>
</tbody>
</table>
is queried for acceptance of each mutant to decide finally about correctness or reparation of the concerned block. We illustrate in Figure 7 each block with its generated mutants. One block is repaired through applying changes of accepted mutants. Repaired blocks are recomposed to form the repaired structure of the configuration $g_1$.

**4.1.2 Basic Components Repair of EXP**

As the purpose is the reparation of basic components, we only focus on one node (vertex) of one configuration to show the application of this repair process. Let us consider $v_1$ of the initial configuration $g_0$ as the node which represents the train control (i.e., controls access to a bridge for several trains). We show in Figure 8, Figure 9, and Figure 10 TA models implementing $v_1$. The basic components constituting TA network represented in $v_1$ are $T_1$, $T_2$, $T_3$, $B$, and $Q$ such that $T_1$, $T_2$, and $T_3$ are three TA models instantiated from the train model, $B$ is one TA model instantiated from the bridge model, and $Q$ is one TA model instantiated from the queue model.

We suppose that $\phi = \text{AGF not deadlock}$ is the required deadlock-free property to be checked (i.e., $\phi$ is specified in CTL). The model-checker used in this experiment is UPPAAL (Bengtsson and Yi, 2003). UPPAAL takes the TA network $TS(v_1)$ and the property $\phi$ as inputs for verification. We show in Figure 11 and Figure 12 verification results and generated counterexample, respectively.

The counterexample shows that the system can not proceed from any train (i.e., all trains are blocked). The system is blocked in the state $(l_1, u_4) = ((\text{start, occupied, safe, safe, danger}), \{\text{time} = 186.624113, \text{time} = 980.165337, \text{time} = 395.092529\})$. The clock "time" is only appeared in the train model, thereby it is the model that can be incorrectly designed. We have $TA_{test} = (T_1, T_2, T_3))$, it is sufficient to apply the repair process on one train model because they have the same design. Mutants that can be generated for the train model are obtained by:

- negating the guards which gives a mutant $m_1$ with $\text{time} > 10$ and a mutant $m_2$ with $\text{time} \leq 7$,
- changing guards which gives four mutants $m_3, m_4, m_5,$ and $m_6$ with $\text{time} \geq 10, \text{time} < 10, \text{time} \geq 7,$ and $\text{time} < 7$, respectively.
- There are no invariants in this model, relevant mutation operations can not be applied.
- There are no clocks other than time, the change reset clock operation can not be applied.

Conformance checking is then applied to the six generated mutants. Results show that $m_1$ and $m_3$ are conformed mutants. Finally, the process selects $m_1$ to be the repaired train model because we suppose that the designer only forgot to negate the guard on the clock time. Repaired train model is shown in Figure 13. To show the performance of our repair approach, UPPAAL model-checker is re-applied to $TS(v_1)$. Figure 14 shows that the property $\phi$ is satisfied after repairing each of $T_1$, $T_2$, and $T_3$. 

![Image](https://via.placeholder.com/150)
4.1.3 Inter-repair of EXP

Considering the system EXP, the reconfiguration automaton of EXP is represented in Figure 15. We suppose that \((g_0, g_1, g_2, g_0)\) is the counterexample generated by the model-checker after EXP inter-verification, thereby the reconfiguration functions that can be wrong are \(r_1, r_2,\) and \(r_4\). The modeler re-specifies not accepted reconfiguration functions by SUV based on structure faults that have been detected and repaired in the structure repairing phase.

4.2 Evaluation of Performance

4.2.1 Evaluation in Term of Number of Repaired Faults

The number of repaired faults is dependant on the number of incorrect clocks constraints and the communication between these clocks in a TA network. The generated counterexample is able to detect and cover wrong guards, resets, and invariants in TA models as much as they are connected. The curve in Figure 16 shows that the approach is able to repair a considerable number of detected incorrect clock constraints. On the other hand, the number of repaired structural faults is dependant on the size of RHTA. Indeed, the number of structural faults is developed slowly comparing to RHTA size because the designer makes fewer faults during structure modeling. Figure 17 shows that the number of repaired structural faults is correspondent to this development.

4.2.2 Evaluation in Term of Reparation Time

The proposed approach has a reasonable complexity compared to the large size of RHTA models. We show in Table 3 the required time for each repairing phase where: 1) \(\mathcal{O}(3p)\) is the complexity of applying the three mutation operations over \(p\) blocks and applying acceptance testing on all generated mutants. 2)
Figure 16: Evaluation of the number of repaired clock constraints.

Figure 17: Evaluation of the number of repaired structural faults.

\[ O(|BC|) \] is the complexity of extracting incorrect basic components, \( 2O(|TA_{test}|) \) is the complexity of applying and testing all mutants generated after applying the five mutation operations on each TA of \( TA_{test} \), and \( O(accept_{mt}) \) is the complexity of selecting a repaired TA from accepted mutants (\( accept_{mt} \) is the number of accepted mutants). 3) \( 2O(r) \) is the complexity of testing and repairing \( r \) reconfiguration functions which are appeared in the generated counterexample.

Table 3: Required correction time for each phase.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Structure repair</th>
<th>clock constraints repair</th>
<th>inter-repair</th>
</tr>
</thead>
<tbody>
<tr>
<td>Complexity</td>
<td>( 2O(3p) )</td>
<td>( O(</td>
<td>BC</td>
</tr>
</tbody>
</table>

5 CONCLUSION

This paper proposes an approach of three phases for repairing RHTA models, (i) structure repair, (ii) basic components repair, and (iii) inter-repair. The approach is based on mutation testing and the generated counterexample from the RHTA verification stage. One counterexample is not able to detect all faults in one configuration however, it covers many parts that can be wrong. The paper also provides an application example on a simple reconfigurable hierarchical system designed with RHTA for illustrating both of structure repair process and inter-repairing of an RHTA. For applying and evaluating the basic components repair process, the train gate system is used as a real timed system. The process is able to detect and repair incorrect guards in basic components (TA models) which makes the model satisfying the required property.

In future work, we plan to add improvements to the proposed approach in order to control the cost of time and memory space required for repairing large RHTA such as RHTA modeling smart grids as hierarchical reconfigurable systems.
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