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Abstract. The development of software applications is partly or entirely based 
on the re-use of software units. For software engineers, this leads to the prob-
lem that it is not possible to know all processes, technologies and supporting 
applications and the alternatives needed for the re-use of a software unit. As a 
result software engineers are not able to employ the most optimal solution 
known. Based on case based reasoning this paper outlines a way to use the 
stored knowledge of a specific re-use activity in order to give software engi-
neers assistance if they want to perform similar activities. This solution consists 
of a proposal system for a re-use activity information system. The publication 
concludes with the result that it is possible to re-use, within a given an envi-
ronment, specific knowledge for other integration activities. 

1 Introduction 

The re-use of software units is one of the major topics of software engineering. At the 
same time this topic is also a wide area of scientific research. One of the central ques-
tions of this research field is to find a consistent description of software units. The 
answer to this question is e.g. associated with the following objectives [1]: (1) saving 
of resources (time and effort), (2) reduction of know-how and greater flexibility when 
re-using software units.  

Due to this question, in the past decades, many different methods and technolo-
gies have been developed for the re-use of software units. As an example of current 
approaches that promote re-use, object orientation, component-orientation and service 
orientation are mentioned [2]. 

One of the problems of re-use is to define what a re-usable software unit is [3]. 
From the conventional view that only the part of a software unit that is actually used 
again (e.g. binary or source code) is such a re-usable software unit, the trend was 
created that also additional information (such as documentation, specification, test 
information, etc.) can be used again. Because of this diversity of information the 
terms  ‘assets’ or ‘artifacts’ are used [4]. As a result a re-usable software unit thus 
includes many different needs for information within a re-use process. 

This diversity poses a problem in answering the scientific question. The complexi-
ty of the problem increases because for each re-use technology additional methods 
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and applications supporting the re-use technology were developed. This strong ex-
pansion of data or information is called information explosion [5]. Software engineers 
have to find their way in this confusing environment. 

Potential solutions can be found in the area of knowledge management (KM). KM 
and information systems (IS) are able to organise knowledge and information to 
structure and deliver it consistently [6]. Technologies such as semantic models allow 
the connection of different elements, creating knowledge-based statements about the 
knowledge of this relation. A typical example of such knowledge relation is found 
today in social networks and advertising. Social networks are capable of grasping 
knowledge entered by the user and generating adverts that might interest the user, 
based on this knowledge. The selection of advertisements is based on the knowledge 
entered by previous users. For the social networks the operator of knowledge genera-
tion is created using an added value. This process is known as ‘Knowledge Harvest-
ing (KH)’ [7]. 

In principle, the method of KH may also be used in the re-use of software units. 
This means that knowledge about an existing software unit or a related re-use activity 
can be used to generate statements for other software units or activities. An existing 
IS or KM system that is capable of generating software units and their knowledge of 
software re-use activities and save it to reproduce (to perform it automatically), will 
be extended. This extension allows for generating predictions about alternative meth-
ods and technologies or any other specific application systems that can be used in a 
software re-use process. The prediction execution is focused in this publication. 

2 Problem Identification 

Since the scientific question has been not answered and the objectives are not imple-
mented there is the problem that software engineers may have a comprehensive 
knowledge of all existing re-use technologies and the associated methodology and 
supporting software applications. In the following the problem of missing knowledge 
on the methodology and supporting software applications in the re-use of software 
units is focused. Usually this knowledge is specialised with certain (re-use) technolo-
gies or development models. Software engineers typically obtain this knowledge 
through a learning process. The experience of a software engineer supports him/her in 
making decisions about the re-use of software units. However, a person acquires this 
knowledge only when he/she works with such methodologies or applications, or is 
informed or somebody shows them it. This process is referred to as learning process. 
If a software engineer wants to solve a sub problem of software re-use (partly) auto-
mated, he/she can only do this by knowing about the corresponding application that 
solves the problem. Applications that a person does not know about are in this case 
not part of the solution approach designed by the person or the amount of knowledge 
of the person. This problem can be shown based on the information demand model 
for the re-use of software units [8]. 

Fig. 1 shows the structure of the Information Demand Model for the re-use of 
software units. It demonstrates the problem that a person lacks knowledge about a 
specific step of the re-use of a software unit. The subjective information demand 
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Fig. 1. Information Demand Model [8]. 

(SID) shown in Fig. 1 contains all solutions a person can imagine. The overlap of all 
three areas is the solution sets, which recognises a person who is theoretically correct 
(OID) and are being offered or for the person actually reached (IP). This solution set 
will be formulated by the inability of an individual to search even more restricted (IQ) 
[9]. It can be assumed that the amount of actual usable solutions (intersection of all 
three areas) is much lower than the approaches located in the overlapping area be-
tween the objective need for information and the offered solution sets. The reasons 
for this can be explained as follows: 

Younger software engineers do not have much experience and knowledge in 
software re-use. Interestingly, these people are very interested in the re-use of soft-
ware units [10]. I.e. The problem of missing knowledge shown in Fig. 1 actually 
exists for them. Another reason for this problem is that software engineers often have 
tasks that deal with new technologies or new approaches. Knowledge on the new 
information is usually limited to those persons concerned [10]. 

It is assumed that the knowledge of various software engineers is different. For 
example, it may be that a person is an expert in a service-oriented technology. Anoth-
er person, however, is rather an expert in the use of object-oriented technologies. 
Both persons are experts in their field and have worked in this field with the usual 
methods and applications that support them in the re-use of software units. When 
swapping these two individuals to each other's technologies it is expected that a cer-
tain learning process is necessary to achieve the same knowledge level of a real ex-
pert in that particular technology area. 

The fundamental problem can be formulated as follows: Due to the fact that many 
technologies, i.e. methods, processes and software applications for the re-use of soft-
ware units and related activities, exist (information explosion), the problem arises that 
a software engineer does not have the complete knowledge to (re)use all this technol-
ogy. It raises the question how the necessary knowledge, to fill in for the missing part 
of the activities of re-using software units, can still be made available to a person. 
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3 Perspective Information and Knowledge  

This publication deals with the fundamental question of how to transform data into 
information and information into knowledge. In addition this knowledge should be 
available to other persons. This refers to the range of knowledge elements of the re-
use of software units. The scientific background of such an investigation can be illus-
trated using the data–information–knowledge–wisdom hierarchy (DIKW) [11]. Based 
on DIKW hierarchy the elements ‘Data’, ‘Information’, ‘Knowledge’ and ‘Wisdom’ 
are defined as follows:  

“Data are defined as symbols that represent properties of objects, events and their 
environment. They are the products of observation. But are of no use until they are in 
a useable (i.e. relevant) form. The difference between data and information is func-
tional, not structural. Information is contained in descriptions, answers to questions 
that begin with such words as who, what, when and how many. Information systems 
generate, store, retrieve and process data. Information is inferred from data. 
Knowledge is know-how, and is what makes possible the transformation of infor-
mation in to instructions. Knowledge can be obtained either by transmission from 
another who has it, by instruction, or by extracting it from experience. […] Wisdom 
is the ability to increase effectiveness. Wisdom adds value, which requires the mental 
function that we call judgement. The ethical and aesthetic values that this implies are 
inherent to the actor and are unique and personal.” [11] 

Software units within this publication represent ‘Data’. The DIKW hierarchy uses 
data to generate information, if a relation of the individual data elements (e.g. parts of 
the software units) is made to each other. The range of information on a software unit 
includes all possible information about this unit, such as the description of the tech-
nical contents, unit structure, technological information, and information about au-
thors or producers etc. Information turns into knowledge if information is so far con-
nected to each other that it can be used to perform an activity. As part of the re-use of 
software units, this means that information about a software unit for a user is brought 
into relation to the extent that these users transform the unit, for example, or integrate 
it into a development environment (can carry out its activity trap). This last step in the 
scope of software unit re-use represents a scientific problem [12] and is focused on in 
this paper. 

The area of ‘Wisdom’ is the next step in the processing of knowledge. It is about 
clearance from the perspective of knowledge to do the right thing. But this step is not 
part of this publication and is not discussed further. But it is a long term problem in 
the re-use of software units and should be discussed and resolved. 

4 Solution Approach Definition 

In the following, an approach to solving the problem described above is outlined. It 
deals with re-use activities of integration, transformation and deployment of the re-
use of software units. I.e. The outlined approach is able to store information about 
software units and bring it into relationships. This constitutes knowledge and can be 
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used to describe the above-mentioned activities and perform them with technical 
support. 

An information system that allows saving information and knowledge about soft-
ware units and re-use activities ([13], [14], and [12]) is used as a base system in this 
study. Through modeling of re-use activities (e.g., transformation of a software unit 
or integration of a software unit in a development environment) within this system, it 
is possible to store such activities of a particular software unit within the information 
system [12]. By defining and using a service-oriented environment the information 
system capable is of automatically performing these activities. This means that a user 
who has knowledge of the software unit and specific activities may deposit this 
knowledge in the information system. A user, who does not have this knowledge, can 
use the information system to access this knowledge and use it, even without learning 
the knowledge. The usual scenario using this information system is explained in more 
detail in the following example: 

Example: A user who is an expert in web technologies has stored a web service 
software unit in the information system that is able to sign files. As information about 
the web service, he/she defines, among other things, that the software unit consists of 
a web service description file (WSDL) and a text document that serves as documenta-
tion on the software unit. In addition, the system needs some meta information (e.g. 
author and functional description) for this software unit, which serves, among other 
things, to carry out a semantic search for this software unit. After the input of the 
actual software unit, the expert user defines a transformation activity. He/She indi-
cates that a particular software application (svcutil.exe) from Microsoft is able to 
transform the software unit (WSDL) file into a source code file containing an imple-
mented web service client. For this transformation, he/she must also specify which 
information is needed for the transformation. In this case, there are various parame-
ters and the WSDL file of the software unit. The expert also needs to define, that the 
result of the transformation is a new software unit. After entering this transformation 
and configuration into the information system, the system is able to offer another user 
information about a software unit (e.g. download of the software unit and its docu-
mentation) and the execution of the related activity (in this case, the transformation of 
the WSDL file into web service client as source code. Another user searches for a 
web service that is able to sign files and gets the information from the system includ-
ing the loaded software unit present. The user can now view the stored metadata and 
the software unit. In addition, he/she is able to download the data from the software 
unit. The user can also view information about the stored transformation. Here it is 
shown that the transformation yields results. The transformation can now be per-
formed by ‘pressing on a button’ within the information system and the result is de-
livered to the user to download. 

The proposed information system is able to store re-use knowledge about specific 
software units and perform it. Basically it can be said that the above described prob-
lem has been solved. Users without knowledge can perform activities (i.e., unknown 
applications and methods) with the required knowledge. This statement is only cor-
rect if it is assumed that a person wanted to use an application in order to achieve a 
particular result. However, this person has no knowledge of the application used to 
get into the activity or methodology. The person now knows that such an activity can 
be performed. While this is an important factor of the fundamental information for re-
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use, such a user is not able to define the same activity for a similar software unit in 
the information system or carry it out. 

Considering Fig. 1, it can be stated: A person is only able to enter re-use 
knowledge in the information system, if he/she knows (has learned) these activities 
(knowledge and knowledge application). Conversely, it can be said that a person who 
has no knowledge of this cannot lacks the scenario depicted a way that knowledge on 
other similar tasks or activities on be transferred. 

4.1 Extension of the Existing Solution Approach 

During an experiment [12], of which the goal was to underpin the approach of the 
information system shown in Example 1, the authors recognised that the knowledge 
of the activities entered by the participants can be used in another context. This 
knowledge can be used in a predictive system to support people who create new ac-
tivities. This approach is hereafter called the ‘Predictive Software Re-use Activities 
(PreSRA)’ and follows a simple principle. The entered information about an activity, 
which is the input, the output and the characteristics, are stored as patterns within the 
information system. A user can choose three different ways to work with it. Search 
for Activities: The user can explicitly search for an activity within the information 
system for a software unit. For this purpose, it determines the type of activity as well 
as the familiar input and output information. The information system then analyses 
previously entered activities on this model and can give the user a recommendation, 
which is already a recorded activity to fit its defined input and output. Automated 
Proposal System: When creating an activity for a software unit, the user have to 
define an application or select an application known to the system that performs au-
tomated activity, e.g. transformation from the application example 1. In addition, the 
user must define the input and the output of an activity. With this definition, the in-
formation system can automatically detect the pattern for this activity based on the 
user input and compare them with existing patterns in the system. The result is a list 
of alternative applications which are able to process this pattern or alternative config-
urations for the already selected application. Free Use: Based on the second point 
‘Automatic proposal system’ can be defined using another variant. Users can use the 
information system for activities by entering: (1) Input parameters for an activity and 
/ or (2) the desired output and the desired result of the activity and/or (3) specific 
information or browse the properties of an activity. The result is an outlined list of 
possible activities that a user can use. Unlike the first two variants here it is not the 
goal to find an activity in the information system to re-use a software unit, but to 
preserve the knowledge of how an activity can be simulated. Such knowledge can be 
passed to the user i.e. in textual form. 

This PreSRA approach also supports user input activity knowledge or users who 
generally want to identify an application that is capable of performing a certain activi-
ty at a certain given pattern. The problem described above will now be solved with 
the approach. It is noted that not only the automated execution of an activity without 
knowledge is possible, but also the knowledge that is necessary for the performance 
users will be provided as a suggestion system. Here are different ways to use this 
special knowledge. There are three interesting ‘proposal variants’: Proposal system 
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for the integration of software units in development environments, proposed trans-
formation system for applications, and proposed system for device-based deployment. 
This division into three systems proposal does not represent the full amount of any 
possible systems for the re-use of software units, but represents the focus of this pub-
lication. The basic study aimed at finding [15], integration [14], and transformation 
and a special case of the deployment of so-called embedded devices [16]. The topic 
of integration is focused in this publication. 

4.2 Technical Structure of the Approach 

The PreSRA approach will be explained using the example of integration of software 
units into development environments and the existing previously outlined information 
system. This system will be now explained. This is necessary to understand the con-
text of the data used by the proposed systems.  

4.2.1 Information System Architecture 

The central core of a basic information system is a data model that uses semantic 
relationships. This data model is able to store information about software units. Dif-
ferent components of software (plugins) have access this data model to perform dif-
ferent tasks. E.g. repository plugins allow the loading of units from different software 
repositories, which have different data models. This creates a unified view on differ-
ent data sets within the information system. Plugins are able to perform re-use activi-
ties e.g. transformation and integration. An extension of the basic semantic data mod-
el is necessary. Communication plugins allow sending knowledge or information to 
clients / plugins for further processing (e.g. implementation of activities). It is there-
fore possible to view, download or use information about software units on other 
computer systems. At the same time it is possible to perform activities using the in-
formation system and send the result to (remote) clients. The information system 
provides its functionality by using the communication plug-ins in the form of various 
communication technologies (e.g. SOAP or REST based web service). The basic 
scientific investigation, however, focused on web service technology.  

4.2.2 Used Data Model 

The basic data model consists of four areas [15]. The first section describes metadata 
about the software unit, such as authors, support information, creation date, etc. The 
second section deals with the representation of the software unit as a solution or prob-
lem. The basic focus of the investigation is not on this scientific problem, but this 
area was reserved for further research in the data model. The third section describes 
the technical part of the software units. Takes place simultaneously in this area, a 
semantic model that the search of a software unit using a noun-verb combination 
allows [15]. The fourth section describes a software unit from a technical perspective. 
I.e. the contents of a software unit are defined by its physical data. Figure 2 shows 
this part of the data model. 
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Fig. 2. Part 4 of the basic data model [15]. 

This area consists of five major sub-sectors. The area (1) represents the central el-
ement of the entire data model: a software unit. This item has relations with all other 
areas of the data model. The area (2) classifies a software unit for re-use technologies 
such as services, object, and components. The area (3) contains important features for 
the classification of a software unit from the perspective of the types described in 
section two. Thus, for example, a class is a software unit that is variable, accessible, 
complete and verifiable. Service, however, is a software unit is not changed, with 
privacy, however, is not completely controllable. The area (4) specifies the technical 
environment that requires a software unit. Usually at this point the technology plat-
forms and environment can be defined. The field (5) defines a software unit as a 
physical file. The files are distinguished by their intended use. There are files that are 
readable for humans or are intended for systems. 

All data model extensions (i.e. for integration activities) are linked to the part 3 of 
the data model, because of software units are the main element of each re-use activity.  

Integration. This term describes the insertion of a software unit into a development 
environment. Today's development environments can include different options that 
can be inserted, such as a software unit. The data model’s task hereby is to generalize 
this knowledge and present it in a way that can be processed if required by the infor-
mation system. This approach has been demonstrated in a previous publication [14]. 
The data model extension shown in Figure 3 was designed to depict this type of inte-
gration.  

Therefore, this process requires the integration of different files (File), a descrip-
tion of the development environment (IDE) and a description of the integration pat-
tern. The integration pattern provides a uniform description of the development envi-
ronments’ different integration possibilities (see Figure 3, [14], and [12]). 
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Fig. 3. Integration activity extension [14]. 

5 Information System as Integration Activity Proposal System  

In the following the data model extension for integration of software units stated in 
the previous section is used to explain the concept of a proposal system. This paper 
introduces the basic data model and the expansion of the existing data model of in-
formation systems used for the storage of integrating knowledge. This includes the 
execution of integration on the basis of this knowledge [12]. For this purpose the data 
model shown in Figure 3 was used. The basic principle of the information system is 
to generalize knowledge for a particular activity and furthermore, generalize 
knowledge about the use of standardized interfaces specifically in software units. 
Accordingly, the data model shown in Figure 3 is a generalization of various models 
that are required for execution of integration knowledge. The most important infor-
mation for the integration of a software unit is (1) Which files of a software unit can 
be used and (2) How these are integrated into a development environment. This not 
only directly affects the files of a software unit but also influences their possible de-
pendencies. Figure 3 (1) describes the presented information and specifies the files to 
be integrated. These are files belonging to the software unit whose dependencies have 
to operate in the development environment. These dependencies can be part of the 
information contained in the Information system (for example, additionally stored 
files) or files or environment variables that must be part of the development or 
runtime environment of the system. In this area, (2) the information shown in Figure 
2 comprises the information of the development environment. Among other things, 
this describes which type of development and runtime environment and which associ-
ated configurations are needed for the unit. Furthermore, this demonstrates a classifi-
cation set that specifies the fundamentals of the way in which a software unit is inte-
grated. The following content samples can be derived from this information (see 
Figure 3): 
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Table 1. Information of integration activities objects. 

Typ Describtion Symbol 
File(s) All files participating in the integration process. This includes 

all kinds of information available about each file, eg Technol-
ogy, type, name, size, etc. 

File  
Set<File>  

Integration 
type(s) 

The integration of each file type participating in the integra-
tion process. This includes all information shown Figure 3. 

Type 
Set<Type> 

IDE(s) Any development environment described by means of the data 
model. This includes any information, e.g. Name, supported 
technology platform, environmental variables, system files, 
operating system 

IDE 
Set<IDE> 

Depen-
dency(ies) 

Each dependency of a file, e.g. Technical environment, plat-
form, environmental variables, system files, folders and file 
structures, relation to other software units, etc. 

Dep 
Set<Dep> 

Due to the pattern shown in Table 1, the following content model relationships 
can be derived from the data model shown in Figure 31: 

Table 2. Input and output patterns table for integration activities. 

  Input pattern 

  
Type, 

Set<Type> 
File, 

Set<File> 
IDE, 

Set<IDE>
Dep, 

Set<Dep> 

O
u

tp
u

t 
   

  
p

at
te

rn

Type, 
Set<Type> ()    

File, Set<File>  ()   

IDE, Set<IDE>   ()  

Dep, Set<Dep>    () 

By entering one of the input patterns defined in Table 2 can one can specify a corre-
sponding output pattern. This will be illustrated by the following example: 

While entering the files a person wants to integrate, i.e. Information, Technology, 
type, name, size, etc., the information system is able to compare this with stored 
knowledge of previous integrations. This process discovers which of the stored files 
contain identical or similar information. An output pattern can be used from the re-
sulting quantities of suitable integrations as this creates information integration type, 
used IDE and further necessary dependencies. This includes the information content 
of each sample, e.g. IDE platform. This process is called case-based reasoning [17]. 

This type of search can be used for each of the input pattern’s elements defined in 
Table 2. In addition, elements of the input pattern can be logically linked to obtain a 
more accurate result. This is illustrated by the following example. The information 
system can be asked with which IDE it is possible to integrate necessary files and 
how to define the integration type of each file specifying how these should be inte-
grated (see Table 3). All saved integrations will be compared to see whether a similar 

                                                           
1Due to the semantic relationships of the entire data model other input and output patterns can 

be identified. The results presented in this work are patterns and therefore represent exam-
ples that serve for direct use. This also applies to the patterns shown for other usages. 
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process to arrive at the content of these files can be provided to others with the same 
type of integration. The resulting set of integrations indicates that such integration is 
possible and specifies which IDEs can be performed. 

Table 3. Search patterns. 

  Input pattern 

  
Type, 

Set<Type> 
File, 

Set<File> 
IDE, 

Set<IDE>
Dep, 

Set<Dep> 

In
p

u
t 

(&
 r

el
at

io
n

) 

Type, 
Set<Type> not useful not useful  

maybe not 
useful 

File, Set<File> not useful not useful  
maybe not 
useful 

Result 
      

(& relation)

6 Discussion of the Focused Approach  

As part of the solution to the problem of ‘making knowledge available to people’, this 
publication presents two problem approaches. The first solution is the basic infor-
mation system that was considered and discussed earlier from the perspectives [13] 
and [12]. This system provides access to information and the execution of activities 
through the use of stored knowledge, which is also available through remote commu-
nication systems. With this approach, the following objectives in relation to the basic 
problem are to be met: (1) Users need no knowledge of the software repository, in-
cluding the repository's location as well as the means to access and operate it. (2) 
Users require no knowledge to perform an activity. The information system and the 
expansion of automation plug-ins enable the integration, transformation and deploy-
ment of software units. As discussed in the first section, knowledge can be used with 
this solution, even if a person is not aware of this. The idea presented in this publica-
tion extends the information system with a proposal system (PreSRA) which is able 
to work with the accumulated knowledge about integration. It is also to offer capabil-
ity of such users to further knowledge based added value (i.e. transformation or de-
ployment). There are three considered scenarios: (1) Automatic creation of activities: 
Due to the fact that the proposed system is able to compare input patterns with exist-
ing patterns, the system is also capable of generating a re-use activity from a given 
input pattern. Thus, for example by entry of file information, a comparison with other 
transformations can be performed. If transformations are found, the system can pro-
cess these files and is able to create an automatic transformation from it. This trans-
formation can then be verified by an end user. The system can then use these trans-
formations in its knowledge base. (2) Search by activities: The examples showed in 
the previous section show that the PreSRA system can be used i.e. to search. This 
applies to any activity that a particular input pattern expenditures by testing the 
knowledge base to a greater or lesser amount of expenditure patterns. (3) Transfer of 
knowledge: Looking at the data model extensions for the activities of the integration, 
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transformation and deployment are each composed of individual steps. Figure 3 
shows a manual step description. A suggestion system may be adapted so that it not 
only stores automatically running activities in the information system, but can also 
serve as a step by step description. A user is then able to perform every single step of 
an activity manually. This helps the user learn the knowledge that is necessary for a 
particular activity. Besides the search for knowledge and execution of activities (i.e. 
integration), users are now able to define knowledge activities (i.e. integration) with-
out having the appropriate knowledge. Additionally, they are also capable of using 
this knowledge to instruct other users. This solves the problem discussed above, that 
people without knowledge are unable to instruct others. This applies only within the 
scope of this paper and under the use of its proposed integration activity. In addition, 
this system allows the user to generate templates to enable other users to learn 
knowledge for re-use activities (i.e. integration). 

7 Conclusions 

This publication focuses on the problem of users inability to perform re-use integra-
tion activities of software units due to a lack of knowledge. Additionally, these indi-
viduals were not able to use existing knowledge to solve similar problems or to sup-
port other people. At the same time, this publication outlines a solution to these prob-
lems. An existing information system can (automatically) perform such re-use activi-
ties based on expert knowledge it received as input. This information system has been 
extended in this paper to analyse the input of knowledge and non-expert users can use 
it as a suggestion system. This enables users to ask the system for information, e.g. 
Software units in form of activities and/or the system can create such activities from 
existing activities or even execute them. In addition, it was shown that the system's 
knowledge of the activities can be made available to the user by using a case-based 
reasoning approach, which enables them to repeat these activities manually and thus 
acquire the knowledge themselves. This represents a solution for people with no 
knowledge, defined in the context of re-use activities like integration. This approach 
can be used for future research, including other activities, such as automated. Like-
wise, the problem may be the definition of Wisdom 'of knowledge from the perspec-
tive of re-focusing of software units'. It is also necessary to consider whether the 
method described before is applicable to other domains. 
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