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Abstract. Software process reuse involves different aspects of the knowledge 
obtained from generic process models and previous successful projects. The 
benefit of reuse is reached by the definition of an effective and systematic 
process to specify, produce, classify, retrieve and adapt software artifacts for 
utilization in another context. In this work we present a formal approach for 
software process reuse to assist the definition and adaptation of the organiza-
tion’s standard process. The Case-Based Reasoning technology is used to man-
age the collective knowledge of the organization. 

1 Introduction 

Considering the forward dependency between the development process quality and 
the product quality, the deep knowledge of the activities involved in the process and 
their management are critical factors for the organizational success.  

In high level, the software development process defines a formal sequence of ac-
tivities related to a set of artifacts, people, resources, organizational structures and 
constraints for turning user requirements into software. This knowledge captures the 
guidelines to drive software development in a specific domain and/or context. 

The definition of a process for software development is a complex task since it re-
quires experience and combines the knowledge of diverse technological and social 
aspects. The utilization of standards for the process definition [1][2][3][4][5] is rec-
ommended in norms, processes and maturity models. However, the process model 
must be adapted to fit the organization characteristics.   

Software process models describe the organization knowledge and, thus, models 
that enhance successful experiences must be disseminated and recommended for 
reutilization across the organization [2][6]. The process consolidation is achieved 
through the systematic reuse and the incremental capture of feedback, looking for the 
continue improving. 

The purpose of the process reuse technology is to support the process definition 
and improving on the basis of standard processes, according to norms and quality 
models, and learned experiences [7]. Dynamic and context-depending aspects of the 
knowledge in software development turn the Case-Based Reasoning approach (CBR) 
[8] useful as it provides a broad support for the dynamic management of the organiza-
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tional knowledge and continuous incremental learning necessary for the definition 
and improving of software development.  

In this work we describe an approach for definition and reuse of the organizational 
standard process, on the basis of models, standards, quality norms, and previous ex-
perience, in accordance with the organizational reality and characteristics. In addition, 
on the basis of the reuse process results, an adaptation process is presented. The CBR 
technology is used for the management of the repository and the retrieval of assets.  

This work is organized as follows: in Section 2 the CBR technology is briefly ex-
plained. In Section 3 the process reuse using CBR is presented. In Section 4 a case 
study is illustrated. Finally, final considerations are presented. 

2 Case-based Reasoning 

The CBR technology solves problems in a specific situation, through previous similar 
situations [9]. A case comprises a pair problem that describes the context of an actual 
case occurrence, and solution that presents the problem solution. Past cases are used 
to hint strategies to solve new similar problems [10].  

A CBR system is composed by 4 basic elements [8]: knowledge representation, 
similarity measure, adaptation and learning.  

The knowledge representation consists on the description of the relevant infor-
mation for the cases, in order to assess the reuse.  

The similarity measure establishes the global similarity degree between a base case 
and a new problem under consulting. This measure is based on a heuristic method [9]. 
The retrieval process results in a set of ranked cases that are based on the global simi-
larity measure.  

The utility of base case to solve a problem is proportionally related to the effort re-
quired to adapt it to fit the specific context [10]. This process involves knowledge 
reuse in problems solutions along the knowledge transference from the previous case 
to the actual case.   

The ability to learn from early experiences is inherent in a CBR system. The conti-
nuous learning contributes to increase the system capacity to improve their interpreta-
tions to solve new problems. In this sense, feedback about the soundness and effec-
tiveness about their interpretations is required. 

3 Process Reuse Approach 

The approach for process reuse is presented in Fig. 1 [11]. The main component is the 
Processes Assets Repository which is designed to store assets models for reuse and 
their attribute-value representations. This representation involves a set of relevant 
properties to describe each case, and the values for these properties including numer-
ic, text, pre-defined terms, etc. The utility of a specific case from the repository in the 
context of a new case under consulting is enabled using this representation.  

Considering that process models are abstract, their inclusion in the repository re-
quires the existence of an instance in a specific case. The Search Engine uses CBR 
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technology to retrieve similar cases through the similarity measurement on the basis 
of process and project features. Attribute-value representations must be defined for 
the new case, and for the base cases in the repository. 

 

 
Fig. 1. Approach for process reuse. 

The reutilization involves the adaptation of a previous solution for a similar case, 
using an appropriate method [10]. After its adaptation and execution in the new 
project, the reused process instance is evaluated in order to examine their effective-
ness and capture reuse information. Then, the new instance of the model can be in-
cluded into the repository, increasing their attribute-value representation. 

3.1 Representation of Organizational Assets in the Repository 

The reutilization of cases is enabled whenever the cases will be indexed and stored 
appropriately in the repository of process assets, in such a way to make possible its 
efficient retrieval. The suitable representation of the process assets is a critical factor 
for the success of the method, since the similarity degree for the correct retrieval of 
the cases is measured on the basis of this representation. The similarity concept con-
sists of establishing an estimate of the utility of a previous case stored in the reposito-
ry, in the context of the current case on the basis of the observed similarity among the 
representations of both cases [8]. 

The similarity types are restrictions applied to the representation features, to estab-
lish its correspondence or co-occurrence among cases [12]. The similarity types used 
in this work are:  

− Numeric (NUM). Positive integer or real numbers 
− Qualitative for Fixed Items (QFI). Predefined Terms 
− Qualitative for Variable Items (QVI). Registered terms with possibility of new 

items 
The similarity between cases is based on the comparison of the features in the re-

presentation and the corresponding values. In this sense, several studies related to the 
classification of the process assets for reuse in other contexts can be cited 
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[7][12][13][14][15]. The representation of the assets in the repository proposed in this 
work is presented in Table 1. The features had been organized in agreement to the 
target in process and project features. 

Table 1. Representation of the assets in the repository. 

Scope j Feature Description 
Similarity  

Type 
Cons-
traints 

Pr
oj

ec
t 

1 Life-Cycle 
Model 

Project life-cycle model, such as Cascade, 
Iterative Incremental, Evolutionary, Spiral. 

QVI  

2 Complexity Project complexity: High (including critical 
and advanced functionalities), Medium (in-
cluding feasible functionalities), Low (includ-
ing simple functionalities). 

QFI  

3 Size Project size regarding the functionalities 
quantity: Large, Medium or Small. 

QFI  

4 Team Size Project integrant number. NUM  
5 Time Project duration in months. NUM 3, 4 
6 Software Engi-

neering Know-
ledge 

Knowledge level in Software Engineering: 
High (theory e practical), Medium (theory 
only), Low (none knowledge). 

QFI  

7 Development 
Paradigm 

Project development paradigm, such as Struc-
tured, Object Oriented, etc.). 

QVI  

Pr
oc

es
s 

8 Development 
Model 

Software development models, like RUP, XP, 
SCRUM, etc. 

QVI  

9 Maturity Model Maturity model, for example, CMMI, 
MPS.BR, etc. 

QVI  

10 Maturity Level  Specific maturity level related to the maturity 
model specified previously. It can be, for 
example, 1 to 5 (CMMI and ISO/IEC 15504) 
or G to A (MPS.BR). 

QVI 9 

11 Complexity Process complexity based on the maturity 
levels: High (advanced levels), Medium (in-
termediary levels), Low (low levels).  

QFI 8, 9, 10 

12 Process Specific processes, such as Requirements 
Management, Project Planning, Quality Assur-
ance, Configuration Management. 

QVI  

13 Experience on 
Process Usage 

Team’s experience on software process usage: 
High (process used in more than 15 projects), 
Medium (process used in a range of 5 to 14 
projects), Low (0 to 4 projects). 

QFI 6 

14 Success Level This result (1 to 10) represents an indicator of 
the degree of organizational satisfaction about 
the adopted process.  

NUM  

3.2 Retrieval Process 

The most appropriate solution for the current problem is retrieved from the repository 
through similarity measurement. The greatest value in this measurement indicates 
greater similarity between the cases.  

In CBR, several techniques can be applied for data retrieval. In [9] the algorithm 
to calculate the similarity is based on k-NN technique, where the global similarity 
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(SIM) between two cases (a and b) is defined by the weighted sum of the local simi-
larities (simj) for each feature (Aj). 

∑
=

×=
n

j
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1
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The weight (wj) reflects the relevance of a feature (Aj) concerning the similarity of 
cases. This factor is determined by the user and is measured by the values: High 
(100), Medium (50) and Low (10). The features considered more important for the 
problem resolution from the user’s viewpoint, possess higher weights. 

The base cases with greater similarity measurements are considered as sufficiently 
similar and proposed to the user as reuse candidates. Note that if the same weight is 
assigned to all the attributes, the base case that attends the greater number of features 
must be the suggested one.  

The local similarity is calculated in accordance with the similarity type of each 
feature (Table 2) and considers the computation of distance (dj) between each feature 
values in the cases a and b: 
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This measurement must be normalized [16] to avoid over influence of a metric by 
the great range of values of the attributes. The normalization process uses smallest 
and greatest values in the repository to linearly produce values between 0 and 1.  

The distance between two features of numeric similarity type (NUM) is calculated 
on the basis of a proportionality relation between the values. Thus, the local similarity 
in this case is expressed as:  
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For the Qualitative for Fixed Items (QFI) the distance is calculated by establishing 
a proportion between values through the fixed items: High/Large (9), Medium (6) and 
Low/Small (3). The expression for the local similarity for QFI features is: 

⎟⎟
⎠

⎞
⎜⎜
⎝

⎛
−

−
−⎟⎟
⎠

⎞
⎜⎜
⎝

⎛
−

−
=

39
3)(

39
3)(

),(
bAaA

bad jj
j

 (4) 

Thus, the expression can be resumed to: 
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Finally, to calculate the distance between features of Qualitative for Variable 
Items (QVI) is used a taxonomy to hierarchically represent the relationships among 
the terms (Fig. A1), where s is the distance (jumps) between Aj(a) and Aj(b) in the 
taxonomy. The measurement for a new case may require the inclusion of new terms. 
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The measurement for a new case may require the inclusion of new terms. 

3.3 Adaptation Process 

Adaptation involves the process to transform the retrieved results into an appropriated 
solution for the currently problem. The adaptation process can be realized following 
different approaches [9]. In this sense two approaches can be suggested: if the simi-
larity measurement of the retrieved process in the top of the ranking is satisfactory,1 a 
minimal or null adaptation can be required. In other case, when none of the retrieved 
processes fulfills the requirements for the new case in appropriate manner, a composi-
tional approach is proposed.  
 

 
Fig. 2. Similarity values of Base-Cases relative to the attribute values of the current case. 

In this approach [17], the solution is composed by elements from different 
processes, on the basis of the most similar process models returned from the previous 
step. In this sense, the maximization of the local similarities of each feature from 
different models can be used to build a new case matching the greatest level of simi-
larity to meet the new process features, considering the dependencies and constraints 
among the features. Fig. 2 presents, in general way, the returned cases with its fea-
tures and similarity values against the new case. 

Thus, the maximized global similarity of the new case (called GlobalSIM) is cal-
culated through the maximization of the local similarity (LSim) of each feature from 
the retrieved cases, as presented below: 

( ) ( ) ( ) ( )( )∑
=

=
N

i

MAiLsimAiLsimAiLsimAiLsimGlobalSIM
1

321 ,...,,,max  (7) 

                                                           
1 The satisfactory level is determined by the average of the base-case local similarities percent 

to represent the adherence of a case-base against the current case. The user can restrict the 
ranking result through specifying a minimum percent of satisfactory level, e.g. 60%.  
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Where N represents the quantity of features and M the quantity of retrieved cases. 
In addition, already dependencies and restrictions between features from the same 
process must be considered in the composition of the new process. Similarly, features 
from different process can be incompatibles. These restrictions must be considered in 
the composition process. In this case, the following dependencies and constraints 
were identified: 

• Development Model and Maturity Model; 
• Maturity Model  and Maturity Level;  
For example, if the Maturity Model feature value required is SW-CMM or CMMI, 

the Maturity Level feature must be values from 1 to 5. Similarly, if the required De-
velopment Model is XP, neither Maturity Model nor Level Maturity can be used. In 
this sense, a recently published report of the Software Engineering Institute [18] con-
siders the possibility of joint the use of agile development methods and CMMI best 
practices as a way to improve the performance.  
 

 
Fig. 3. Algorithm to maximize the global similarity. 

The selection of the features to compose the new process involves the maximiza-
tion of the global similarity (GlobalSIM), and the satisfaction of the dependencies and 
restrictions between the features to avoid conflicting and incompatible values. In Fig. 
3 is presented a preliminary and simplified algorithm to describe this approach. Final-
ly, the new process can be instantiated from assets corresponding to the selected fea-
tures. 

3.4 Feedback 

The learning process in the CBR system is done through the feedback about the per-
formance of the new process model instance, when the project is closed. At this mo-
ment, the effectiveness of the reused process is evaluated by the user before the sto-
rage in the repository.  
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In this sense, the assets representation in the repository includes the process fea-
ture Success Level to reflect this feedback. This information is useful to the posterior 
adoption of the process model, and contributes in the search for the continuous im-
provement of the process. 

4 Case Study 

In this section, a case study is presented to illustrate the approach for process reuse. In 
this sense, the description of a new project is detailed assigning values to the wished 
attributes for process and project. Note that the process for the standard process defi-
nition and the instantiation for an already defined process is the same. In the table 
below the definition of the desired features for the new case are presented. The Scope 
and Feature columns represent the feature’s classification as presented in Table 1. 
The Weight and Value columns refer to properties of the new project, about the re-
levance and value for the feature, respectively, from the user viewpoint. 

Table 2. Feature definition for the case study.  

Scope Feature Weight Value 

 
Pr

oj
ec

t 

Life-Cycle Model Medium Spiral 
Complexity Low Medium 
Size Medium Medium 
Team Medium 5 
Time Low 6 
SE Knowledge Low Medium 
Development Paradigm High O-O 

 
Pr

oc
es

s 

Development Model Low - 
Maturity Model Low - 
Maturity Level Low - 
Complexity Medium Low 
Process Medium Project Management 
Experience on process usage Low Low 

 
To illustrate the retrieval process, the RUP for Small Teams (RUP-ST) model [19] 

and its respective representation are used. It is important to stand out that the reposi-
tory of process assets must be wide and diversified in order to take care of the most 
diverse situations. Table 3 presents the values for each feature for a project based on 
the RUP-ST [19]. 

The global similarity is calculated on the basis of their representation in order to 
determine and retrieve from the repository the most adherent case to fit the new case 
through minor efforts. 

The local similarity for Feature is calculated in accordance with the similarity 
type, as referred to Section 3.2, and is described in the Comparison column. The 
product of this value times the Weight, presented in Table 2, determines the Local 
Similarity (LS). Finally, the addition of all local similarities is presented in the column 
Global Similarity, in the current case 345.  
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Table 3. Global Similarity about RUP-ST. 

Scope Feature Base-Case Compa- 
rison LS 

Pr
oj

ec
t 

Life-Cycle Model Iterative/ Incremental 0,8 40 
Complexity Medium 1 10 
Size Medium 1 50 
Team 5 1 50 
Time 5 0,5 5 
SE Knowledge High 0,5 5 
Development Paradigm O-O 1 100 

Pr
oc

es
s 

Development Model RUP 0 0 
Maturity Model - 0 0 
Maturity Level  - 0 0 
Complexity Medium 0,5 25 
Process Project Management 1 50 
Experience on process usage Low 1 10 

Global Similarity 345 

 
A further analysis about the local similarity results can be used to guide the user 

during the adaptation process. In this sense, the desired features from the retrieved 
cases can be composed in a new model in order to optimize (maximize) the global 
similarity. 

To illustrate this approach, the similarities measurements for ProGer [20] and D-
CMM [21] models are used in order to select the attributes with higher local similari-
ty value (Table 4).  The global similarity result for each base-case indicates the ProG-
er model as the most similar to the current case, since it presents the greatest mea-
surement value (368,6). 

In another side, using the compositional approach, a new model can be obtained 
on the basis of the maximization algorithm (Fig. 3). The maximized global similarity 
for the new model, detailed in Table 5, is 383.6. Thus, the model of process created 
through this approach represents the most adherent (similar) model to the current 
case, involving lower effort for their adaptation and reuse in the new situation. 

Table 4. Global Similarity about ProGer and D-CMM. 

Scope Feature LS 
ProGer 

LS 
D-CMM 

Pr
oj

ec
t 

Life-Cycle Model 40 45 
Complexity 10 10 
Size 50 50 
Team 40 25 
Time 8,6 8,6 
SE Knowledge 10 6,6 
Development Paradigm 100 100 

Pr
oc

es
s 

Development Model 0 0 
Maturity Model 0 0 
Maturity Level  0 0 
Complexity 50 25 
Process 50 50 
Experience on process usage 10 5 

Global Similarity  368,6 325,2 
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The existence of attributes with the same local similarity value is resolved by the se-
lection of the attribute from the first case analyzed; however, is still a need for better 
research to assess whether this is right. Similarly, the attributes that did not have values 
for the current case were disregarded, avoiding their influence in the calculation of simi-
larity. 

Table 5. Maximizing the Global Similarity. 

Feature Value Process SL 

Life-Cycle Model Iterative D-CMM 45 
Complexity Medium ProGer 10 
Size Medium ProGer 50 
Team 5 RUP-ST 50 
Time 7 ProGer 8,6 
SE Knowledge Medium ProGer 10 
Development Paradigm O-O ProGer 100 
Complexity Low ProGer 50 
Process Project Management ProGer 50 
Experience on process usage Low ProGer 10 

Global Similarity 383,6 

 
The process evolution and improvement is realized along its adaptation, reuse, 

performance evaluation and reincorporation into the repository. Reuse evaluations 
along diverse projects can guide the adoption of the organization’s standard-process. 

5 Final Considerations 

The proposed approach promotes the reutilization of process assets as a start point for 
the elaboration of a standard process to meet the organizational needs. It also can be 
used to assist in the definition and instantiation of software processes. This approach 
is based on Case-Based Reasoning. It supplies a mechanism for the representation of 
cases in the assets repository. The cases are classified according to a set of relevant 
features to allow an efficient retrieval. An example of similarity measurement was 
presented. A management tool to support this approach is under development. 

In addition, an optimization algorithm for the construction of a new model of 
process is presented. This model is composed of attributes from different processes, 
in order to maximize the global similarity, increasing the adherence of the composed 
process about the new case, and decreasing the adaptation efforts.  

This approach foresees the continuous improvement of the process through the 
permanent feedback to the repository involving the incorporation of learned lessons 
with the adopted process. The learning capability of CBR systems contribute to the 
adoption of better and more efficient solutions. 
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Fig. A1. Taxonomies for QVI features. 
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