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Abstract: In distributed and collocated teams we often find problems in the organizational process structures. Though 
process patterns have been around for many years, there has been little research in categorizing the different 
solutions to various problems dealing with coordination, for easy access by practitioners. This study aims to 
describe a way to use the emerging idea of a pattern language to deal with problems related to coordination 
in software development. The patterns are a result of conclusive statements in the information systems and 
software engineering field and a pattern language is used to develop these patterns. We propose a technique 
to convert the knowledge base in IS and CS research on coordination into process patterns which are more 
accessible to practitioners. 

1 INTRODUCTION 

While there are many ways to describe a patterns, 
Christopher Alexander who originated the notion of 
patterns in the field of building architecture 
described patterns as a recurring solution to a 
common problem in a given context and system of 
forces (Alexander et al., 1977). In Software 
Engineering patterns are attempts to describe 
successful solutions to common software problems 
(Schmidt et al., 1996). Software Patterns reflect 
common conceptual structures of these solutions and 
can be used repeatedly when analyzing, designing 
and producing applications in a particular context. 
Patterns represent the knowledge and experience 
that underlie many redesign and re-engineering 
efforts of developers who have struggled to achieve 
greater reuse and flexibility of their software. The 
different types of patterns are: 
Design Patterns: Are simple and elegant solutions to 
specific problems in object oriented design (Gamma 
et al., 1995). 
Analysis Patterns: Capture conceptual models in an 
application domain in order to allow reuse across 
applications (Fowler, 1997). 
Organizational Patterns: Describe the structure and 
practices of human organizations (Coplien & 
Harrison, 2004). 
Process Patterns: Describe the Software Design 
Process (Coplien & Schmidt, 1995). 

  Patterns are most generally represented in natural 
language and are typically published in printed 
catalogues. Pattern presentation is generally loosely 
structured and consists of a series of fields each 
having a meaning introduced via an informal 
definition or description. An example of such a 
structure representing patterns can be found in Table 
1. 

Table 1: The Pattern framework(based on (Coplien, 
1994)). 

Field Explanation/Definition 
Name: Ideally a meaningful name that will be part 
of the shared design vocabulary. Many existing 
patterns do not satisfy this requirement for historical 
reasons. 
Problem:  A problem growing from the Forces  
Context: The current structure of the system giving 
the context of the problem  
Forces:  Forces that require resolution 
Solution:  The solution proposed for the problem 
Resulting Context: Discusses the context resulting 
from applying the pattern. In particular, trade-offs 
should be mentioned 
Design Rationale/Related patterns: The design 
rationale behind the proposed solution. Patterns are 
often coupled or composed with other patterns, 
leading to the concept of pattern language. 
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Though a lot of literature exists on coordination in 
software development (Crowston, 1997; Herbsleb & 
Grinter, 1999; Kraut & Streeter, 1995; Parnas, 
1972), there is no place where both researchers and 
practitioners can look up solutions to known 
problems dealing with coordination in software 
development. This study aims to provide a 
framework by which we can bridge the gap in 
literature, dealing with problems of Coordination in 
Software Development. In this research we have 
tried to convert information systems knowledge 
(especially those dealing with social networks of 
teams and their tasks) into organizational patterns 
that can be used for solving problems related to 
coordination in software development. The newly 
developed organizational patterns of this study are 
related to social networks and processes within 
organizations.  
The rest of the paper is organized as follows. Section 
2 gives a brief overview of the literature on 
Coordination. The pattern language is described in 
section 3. In section 4 we discuss and summarize the 
results of this study and mention some 
recommendations for further research.  

2 COORDINATION IN 
SOFTWARE DEVELOPMENT 

Coordination can be defined in the following ways: 
“integrating or linking different parts of an 
organization to achieve a collective set of tasks” 
(Ven et al., 1976) 
In software development, it means that different 
people working on a common project agree to a 
common definition of what they are building, share 
information, and mesh their activities. To build 
software efficiently, they must share detailed 
specifications and information about the progress of 
software modules. In sum, they must coordinate 
their work so that it gets done and fits together, so 
that it isn’t done redundantly, and so that 
components of the work are handed off 
expeditiously (Kraut & Streeter, 1995) 
Coordination also focuses on managing 
interdependencies among multiple individuals or 
activities involved in the overall task (Crowston, 
1997). 
In their paper Kraut and Streeter (1995) mention 
scale of software projects, inherent unpredictability 
of software specifications and tasks as well as the 
Interdependence of software components as some of 
the factors that lead to the necessity of efficient co-

ordination between the different work groups 
involved in the development process. 
Practical experience and organizational theory 
suggest that previous efforts in software engineering 
have not solved the coordination problems in 
software engineering. The combination of large size, 
uncertainty and interdependence requires special 
coordination techniques that may not be necessary in 
more routine production environments (Kraut & 
Streeter, 1995). 
Traditionally, most project management approaches 
for improving software development coordination 
have emphasised on one of the following three 
methods of technical innovations:  
Development of new and enhanced methods and 
tools (Andres & Zmud, 2001; Crowston, 1997; 
Kraut & Streeter, 1995). Modularisation both 
technical (Object Oriented Programming) or 
managerial such as the organizational separation of 
requirements, coding and testing functions, to 
encapsulate the behaviour of program elements and 
individual software professionals, and thereby 
reduce the needs for coordination (Kraut & Streeter, 
1995). 
Formal procedures, both technical, such as version 
control software, case tools, and specification 
languages such as test plans, delivery schedules and 
requirements documents to control communication 
among development personnel. (Crowston, 1997; 
Kraut & Streeter, 1995) 
While these techniques contributed to a modest 
increase in software productivity over the past 
twenty years, they only partially address the problem 
of coordination. (Kraut & Streeter, 1995) 
A more recent approach has involved improved 
project management practices applied to software 
development process. These practices focus on 
improving task decomposition, task assignment and 
work group coordination, which are considered 
important issues in the context of Coordination 
(Andres & Zmud, 2001; Crowston, 1997; Kirsch, 
1996). Malone and Crowston (1994) define 
Coordination Mechanism as the additional activities 
that the firm must perform to overcome this 
coordination problem. These coordination 
mechanisms may be specific to a particular setting, 
such as a code management system to control 
changes to software, or general, such as hierarchical 
or market mechanisms to manage assignment of 
activities to actors or other resources (Malone & 
Crowston, 1994). In this paper we concentrate on the 
aspect of coordination related to social networks 
(teams) and their tasks. 
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3 THE PATTERN LANGUAGE 

A pattern language is a language that comprises 
patterns and the rules to put patterns together in 
meaningful ways, in a certain sequence(Coplien & 
Harrison, 2004). Coplien’s Organizational Patterns 
(1994) provides a process pattern language for 
growing organizations; it doesn’t concentrate on one 
aspect such as coordination. Further, the patterns 
mentioned here are based on papers taken from top 
IS journals. Hence, these patterns are backed by 
extensive and elaborate empirical validation. 
    This section represents the description of nine 
patterns related to team and tasks, and team 
performance. Each of the patterns is introduced by a 
short association to which the pattern is related to. 
The patterns are elaborated on basis of the 
concerning references in the descriptions. All of the 
patterns are successively discussed below.  
 
1. Hierarchical structure in projects with 
complex and non-routine tasks (based on 
(Cummings & Cross, 2003)) 
 
2. Core-periphery structure in projects with 
simple and routine tasks (based on (Cummings & 
Cross, 2003)) 
 
3. Group leader and structural holes (based on 
(Cummings & Cross, 2003)) 
 
4. Interdependence and conceptual tasks (based 
on (Stewart & Barrick, 2000)) 
 
5. Team self-leadership and conceptual tasks 
(based on (Stewart & Barrick, 2000)),   
 
6. Interdependence, team self-leadership and 
behavioural tasks (based on (Stewart & Barrick, 
2000)) 
 
7. Alignment between design interfaces and team 
interactions (based on (Sosa et al., 2004))  
Problem 
 
8. Alignment in design interfaces and its 
interrelated components (based on (Sosa et al., 
2004)) 
 
9.  Allocating Tasks in a Virtual Network (based 
on (Ahuja et al., 2003)) , Managing shared resources 
 

4 DISCUSSION AND 
CONCLUSION 

In this research we have tried to convert information 
systems knowledge into organizational patterns, 
which can be used for solving problems related to 
coordination in software development. The newly 
developed organizational patterns of this study are 
related to social networks and processes within 
organizations, and especially related to social 
networks of teams and their tasks. Many of the 
patterns suggested by Coplien (1994) can be added 
to this coordination language, for example, the 
Conway’s Law pattern, Code Ownership pattern, 
GateKeeper pattern, Bufallo mountain pattern, etc. 
We have left them out for the purposes of this paper 
in order to describe the process of extracting patterns 
from existing information systems literature.  
Although these patterns have been tested as 
propositions in the papers they have been taken 
from, a more thorough testing of the patterns 
themselves could improve their reliability. When 
this has been done it would be possible to use them 
in development projects. While this study describes 
some patterns, more research is needed on patterns 
in order to develop a larger pattern language related 
to team and tasks, and team performance. Much IS 
literature is already available on these topics that can 
be translated into useful patterns.  
Future research can work on extending this language 
with more useful and tested patterns in the field of 
coordination (related to team and tasks) in software 
development. 
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