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Abstract: Edge-preserving filters have been used in various applications in image processing. As the number of pixels
of digital cameras has been increasing, the computational cost becomes higher, since the order of the filters
depends on the image size. There are several acceleration approaches for the edge-preserving filtering; how-
ever, most approaches reduce the dependency of filtering kernel size to the processing time. In this paper, we
propose a method to accelerate the edge-preserving filters for high-resolution images. The method subsam-
ples an input image and then performs the edge-preserving filtering on the subsampled image. Our method
then upsamples the subsampled image with the guidance, which is the high-resolution input images. For this
upsampling, we generate per-pixel LUTs for high-precision upsampling. Experimental results show that the
proposed method has higher performance than the conventional approaches.

1 INTRODUCTION

Edge-preserving filtering smooths images while
maintaining the outline in the images. There are vari-
ous edge-preserving filters for various purposes of im-
age processing, such as bilateral filtering (Tomasi and
Manduchi, 1998), non-local means filtering (Buades
et al., 2005), DCT filtering (Yu and Sapiro, 2011),
BM3D (Dabov et al., 2007), guided image fil-
tering (He et al., 2010), domain transform filter-
ing (Gastal and Oliveira, 2011), adaptive manifold fil-
tering (Gastal and Oliveira, 2012), local Laplacian fil-
tering (Paris et al., 2011), weighted least square fil-
tering (Levin et al., 2004), and L0 smoothing (Xu
et al., 2011). The applications of the edge-preserving
filters include noise removal (Buades et al., 2005),
outline emphasis (Bae et al., 2006), high dynamic
range imaging (Durand and Dorsey, 2002), haze re-
moving (He et al., 2009), stereo matching (Hosni
et al., 2013; Matsuo et al., 2015), free viewpoint
imaging (Kodera et al., 2013), depth map enhance-
ment (Matsuo et al., 2013).

The computational cost is the main issue in the re-
search of edge-preserving filtering. There are several
acceleration approaches for each filter, such as bilat-
eral filtering (Durand and Dorsey, 2002; Yang et al.,
2009; Adams et al., 2010; Chaudhury et al., 2011;
Chaudhury, 2011; Chaudhury, 2013; Sugimoto and
Kamata, 2015; Sugimoto et al., 2016; Ghosh et al.,
2018; Maeda et al., 2018b; Maeda et al., 2018a; Sugi-
moto et al., 2019; Fukushima et al., 2019b), non-local

means filtering (Adams et al., 2010; Fukushima et al.,
2015), local Laplacian filtering (Aubry et al., 2014),
DCT filtering (Fujita et al., 2015; Fukushima et al.,
2019a), guided image filtering (Murooka et al., 2018;
Fukushima et al., 2018) and weighted least square fil-
tering (Min et al., 2014). The computational time of
each filter, however, depends on image resolution, and
it is rapidly increasing, e.g., a camera in cellphone
even have 12M pixels. For such a high-resolution im-
age, we require more acceleration techniques.

Processing with subsampling and then upsam-
pling is the most straightforward approach to ac-
celerate image processing. This approach dramat-
ically reduces processing time; however, the accu-
racy of the approximation is also significantly de-
creased. Subsampling loses high-frequency and large
edges in images; hence, the resulting images also
lose the information. Different from super-resolution
problems, subsampling/upsampling for acceleration
can utilize a high-resolution input image as a guid-
ance signal. Joint bilateral upsampling (Kopf et al.,
2007) and guided image upsampling (He and Sun,
2015) utilize the high-resolution image for high-
quality upsampling as extensions of joint bilateral fil-
tering (Petschnigg et al., 2004; Eisemann and Durand,
2004). However, both upsampling methods are spe-
cific for accelerating bilateral filtering and guided im-
age filtering. More application-specific upsampling,
e.g., depth map upsampling (Fukushima et al., 2016),
improves the upsampling quality.

To accelerate arbitrary edge-preserving filtering,
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Figure 1: Local LUT upsampling: an input image is downsampled, and then the image is smoothed by arbitrary edge-
preserving filtering. Next, we create per-pixel LUTs by using the correspondence between subsampled input and output
images. Finally, we convert the input image into the approximated image by the LUT.

we proposed a new upsampling method named fast
local look-up table (LUT) upsampling, which has
higher accuracy with fast computational ability than
the conventional method (Tajima et al., 2019). Fig-
ure 1 indicates an overview of our method. In
the method, edge-preserving filtering, which has the
highest cost in the processing, is performed in the
downsampled domain for acceleration. Then our
method utilizes high-resolution information for accu-
rate upsampling.

This work is an extension of our previous
work (Tajima et al., 2019). The contribution of this
work is improving the computational method of per-
pixel LUT to achieve better accuracy with saving
computational time than conventional work. Also, the
proposed method is justified by state-of-the-arts up-
sampling methods (Chen et al., 2016).

2 LOCAL LUT

2.1 Concept of Local LUT

We review the concept of local LUT upsampling.
Usually, image intensity transformation by using
LUT, such as contrast enhancement, gamma correc-
tion, and tone mapping, we use a LUT for each
pixel. We call this method as global LUT. The global
LUT can represent any point-wise operations for each
pixel, but this approach cannot represent area-based
operations, such as image filtering.

By contrast, our approach of the local LUT gener-
ates per-pixel LUTs. The LUT maps pixel values of
the input image to that of an image processing result.
The local LUT TTT at a pixel ppp has following relation-

ship between an input image III and an output image
JJJ.

JJJppp = TTT ppp[IIIppp], (1)

where T [·] represents LUT reference operation. If
we have the output of edge-preserving filtering, we
can easily transform the input image into the edge-
preserving result by referring the LUT. It is nonsense
that the output image is required for generating the
output image itself. Therefore, we generate the local
LUT in the subsampled image domain for accelera-
tion. The proposed method generates per-pixel LUTs
for the function from the correspondence between a
subsampled input image and its filtering result.

The local LUT for each pixel is created from
neighboring pairs of low-resolution input and out-
put image around a target pixel. Luminance values
around the neighboring region have high correlations.
Also, the correlation between the output of filtering
and the input image becomes high. Therefore we ag-
gregate the mapping relationship around neighboring
pixels.

Figure 2 shows the scatter plot of intensity pair
between a local patch of an input image and a fil-
tered image. The correspondence map almost repre-
sents the local LUT, but there are two issues; multiple
output candidates and gap issues. LUT requires one-
to-one mapping for each intensity of input and output,
but this scatter plot represents one-to-zero or one-to-
n matching. Our previous work (Tajima et al., 2019)
and this work solves the issues.

2.2 Conventional Approach

We shortly introduce the computing method of the lo-
cal LUT in (Tajima et al., 2019). Initially, an input
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Figure 2: Issues in generating local LUT: We make a
scatter-plot for correspondence between input and output
subsampled images in a local window. The scatter-plot al-
most represents the LUT for mapping input to output. But
there are two problems; gap and multiple-output candidates.

image III is subsampled to generate a low-resolution
input image III↓:

III↓ = Ss(III), (2)

where Ss is a subsampling operator. Then, edge-
preserving filtering is applied for III↓ and the subsam-
pled output JJJ↓ is obtained as follows:

JJJ↓ = F(III↓), (3)

where F is an operator of arbitrary edge-preserving
filtering. Then, we create a local LUT on a pixel from
the correspondence between III↓ and JJJ↓. Let be ppp↓ the
target pixel in the subsampled images of III↓ and JJJ↓.
The local LUT on ppp↓ is defined as follows:

TTT ppp↓ = Func{III↓,JJJ↓, ppp↓,Wppp↓}, (4)

where Wppp↓ is a set of neighboring pixels around ppp↓.
Func{·} indicates each approach for generating the
local LUT.

Here, we review two conventional approaches
to generating the local LUT, which is proposed
in (Tajima et al., 2019). The first one is the dynamic
programming approach (DP). This approach simul-
taneously solves the problems of gap and multiple-
candidates. This algorithm is shown in Algorithm 1.
In the approach, we count frequency of one-to-one
mapping of intensity between the images III↓ and JJJ↓
in local window Wppp↓. Let introduce a frequency map
fppp↓(s, t) on a pixel ppp↓, where s and t are an intensity
value on III↓ and JJJ↓, respectively. The frequency is
counted by gathering around a pixel Wppp↓.

Also, we consider quantization of the intensity for
acceleration. Sc(x) is a quantization function and de-
fined by:

Sc(x) = bx/lc (5)

where l is a quantization parameter. The output of the
local LUT has 256/l dimensions. We call the number
of intensity candidates as the number of bins.

Algorithm 1: DP approach.

Input: III↓, JJJ↓, ppp↓, Wppp↓
Initialization: N = (2r+1)2

Initialization: L = the number of bins
Initialization: fppp↓(s, t) = 0|∀s,t
Let qqq↓ be a neigboring pixel ({qqq1↓, · · · , qqqN↓}∈Wppp↓)
For (n = 1 to N)

fppp↓(Sc(IIIqqqn↓),Sc(JJJqqqn↓))++
For (i = 1 to L−1)

fppp↓(i,0)+ = fppp↓(i−1,0)
fppp↓(0, i)+ = fppp↓(0, i−1)

For (s = 1 to L−1)
For (t = 1 to L−1)

C1 = fppp↓(s−1, t−1)+O
C2 = fppp↓(s−1, t)
C3 = fppp↓(s, t−1)
fppp↓(s, t) = max(C1,C2,C3)+ fppp↓(s, t)
index(s, t) = arg max

m
Cm (m = 1,2,3)

s = L−1, t = L−1
While (s≥ 0 and t ≥ 0)

TTT ppp↓[s] = t
Switch(index(s, t))

1 : s−−, t−−
2 : s−−
3 : t−−

Algorithm 2: WTA approach.

Input: III↓, JJJ↓, ppp↓, Wppp↓
Initialization: N = (2r+1)2

Initialization: L = the number of bins
Initialization: fppp↓(s, t) = 0|∀s,t
Let qqq↓ be a neigboring pixel ({qqq1↓, · · · , qqqN↓}∈Wppp↓)
For (n = 1 to N)

fppp↓(Sc(IIIqqqn↓),Sc(JJJqqqn↓))++
For (s = 0 to L−1)

TTT ppp↓[s] = arg max
t

fppp↓(s, t)

For (s = 0 to L−1)
If (TTT ppp↓[s] = 0)

Interpolate(TTT ppp↓[s])

After constructing the frequency map, we opti-
mize the result by using DP. The parameter O in Algo-
rithm 1 represents an offset value to enforce diagonal
matching. The cost function of f can be recursively
updated. After filling the cost function, we trace back
the function to determine a solid pass. Note that DP
approach ensures the monotonicity in the local LUT.

The second approach is the winner-takes-all ap-
proach (WTA). The algorithm is shown in Algo-
rithm 2. In this approach, the output value of TTT ppp↓[s] is
determined as the most frequent intensity in the out-
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put image for intensity s in the input image. How-
ever, this approach still has the gap problem in the
LUT; thus, we interpolate the gap. ”Interpolate(·)” in
the algorithm indicates linearly interpolating between
the nearest existing values in bins. For the bound-
ary condition of interpolation, we set TTT ppp↓[0] = 0 and
TTT ppp↓[255] = 255. The solution cannot keep mono-
tonicity for the local LUT. The fact sometimes gen-
erates negative edges.

After WTA and DP, the matrix indicates one-to-
one mapping. We call this per-pixel mapping function
TTT ppp↓ as local LUT. These approaches require a fre-
quency map, i.e., 2D histogram. The number of ele-
ments in the map is L2. Usually, L = 256 for no-range
downsampling case, we initialize 65536 elements per
each pixel by setting 0. By contrast, the size of the
local window is r× r, and typically r = 2, 3, 4, or
5. Thus, the size of the frequency map is dominant.
Also, the cost of memory access for more massive ar-
ray has higher than arithmetic operations in current
computers (Hennessy and Patterson, 2017).

3 PROPOSED METHOD

3.1 Fast Local LUT

In this section, we propose an acceleration method of
local LUT computation. For acceleration, we remove
the computing process of the frequency map counting
from the algorithm. We call the new approach fast
local LUT (FLL).

In FLL, we solve the multiple-candidates problem
in the local LUT computation by giving priority to the
correspondence matching. The priority is the near-
ness of distance between a target pixel position and
reference pixel position of neighborhood pixels. If
we have multiple candidates, we adopt the intensity
of the pixel where locates the nearest position from
the center of the local window. With this priority, we
can directly compute a local LUT on a pixel without
counting the frequency map.

We implemented two methods to solve the local
LUT with the nearness priority. Note that both two
methods have the same result. The first implementa-
tion is raster scan order computation. This approach
determines the output values of the local LUT by
scanning the local window with the raster scan order.
The algorithm 3 shows this method. In this method,
we compare spatial distance of L1 norm between ppp↓
and qqqn↓, when TTT ppp↓ [Sc(IIIqqqn↓)] already has the output
value. Therefore, this method has two comparing op-
erations, i.e., NULL check and distance comparison.

Algorithm 3: FLL (Raster scan).

Input: III↓, JJJ↓, ppp↓, Wppp↓
Initialization: N = (2r+1)2

Initialization: L = the number of bins
Let qqq↓ be a neigboring pixel ({qqq1↓, · · · , qqqN↓}∈Wppp↓)
For (n = 1 to N)

distance[n] = |ppp↓−qqqn↓| //computable in advance
For (n = 1 to N)

If (TTT ppp↓[Sc(IIIqqqn↓)]=NULL)
TTT ppp↓[Sc(IIIqqqn↓)] = Sc(JJJqqqn↓)
index[Sc(IIIqqqn↓)] = distance[n]

Else
If (distance[n]≤ index[Sc(IIIqqqn↓)])

TTT ppp↓[Sc(IIIqqqn↓)] = Sc(JJJqqqn↓)
index[Sc(IIIqqqn↓)] = distance[n]

For (s = 0 to L−1)
If (TTT ppp↓[s] = 0)

Interpolate(TTT ppp↓[s])

Algorithm 4: FLL (Spiral).

Input: III↓, JJJ↓, ppp↓, Wppp↓
Initialization: k = 0, N = (2r+1)2

Initialization: L = the number of bins
Let qqq↓ be a neigboring pixel ({qqq1↓, · · · , qqqN↓}∈Wppp↓)
For (n = 1 to N)

distance[n] = |ppp↓−qqqn↓| //computable in advance
For (d = 2r to 0)

For (n = 1 to N)
If (distance[n] = d)

s index[k++]= n //computable in advance
For (i = 1 to N)

n = s index[i]
TTT p↓[Sc(IIIqqqn↓)] = Sc(JJJqqqn↓)

For (s = 0 to L−1)
If (TTT ppp↓[s] = 0)

Interpolate(TTT ppp↓[s])

The second implementation is that determines out-
put values of local LUT in the spiral scanning or-
der. Generating this order, we sort the pair of input
and output intensity by the key of L1 norm distance
between ppp↓ and qqqn↓ with descending order. Algo-
rithm 4 shows the algorithm of this method. In this
method, the value is overwritten by a new one, even
if TTT ppp↓ [Sc(IIIqqqn↓)] already has the output value, because
new one in the sorted order must have the nearer dis-
tance than the previous one. Therefore, there is no
comparing operation. Besides, the sorted order is
computable in advance and only computes at once;
thus, this method additionally reduces computational
time.

Figure 3 shows the generated local LUT of each
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Figure 3: Scatter plot of input and output values and results
of each approach for generating local LUT on ppp. The num-
ber of bins is 128, i.e., quantization level is l = 2. The radius
of neiboring pixels is r = 5. The subsampling rate is 1/16.

approach, i.e., DP, WTA, and FLL.

3.2 Upsampling of Local LUT

The local LUT has three-dimensional information,
such as n, ppp = (x,y); however, all elements are sub-
sampled. It has not enough to map an input image into
an output image in a high-resolution image. There-
fore, we upsample the local LUT to intensity and spa-
tial dimention. The upsampling is defined as follows:

T̃TT = S−1
c (S−1

s (TTT ↓)), (6)

where T̃TT and TTT ↓ are tensors, which gathers each lo-
cal LUT for each pixels. S−1

c (·) and S−1
s (·) are tensor

upsampling operators for the intensity and spatial do-
main of the tensors, respectively. Finally, the output
image is generated by referring to the local LUT and
input intensity of IIIppp. The output is defined by:

JJJppp = T̃TT ppp[IIIppp]. (7)

For intensity and spatial domain upsampling,
we used linear upsampling for intensity, and bilin-
ear or bicubic upsampling for spatial domain. We
call linear-bilinear pair as tri-linear upsampling, and
linear-bicubic pair as linear-bicubic upsampling.

4 EXPERIMENTAL RESULTS

We accelerated two edge-preserving filters, such as
iterative bilateral filtering and L0 smoothing by sub-
sampling based acceleration methods. These filters
can mostly smooth images; however, the compu-
tational cost is high. We compared the proposed
method of the local LUT upsampling with the conven-
tional method of the cubic upsampling (CU), guided
image upsampling (GIU) (He and Sun, 2015) and bi-
lateral guided upsampling (BGU) (Chen et al., 2016)
by approximation accuracy and computational time.
Also, we compared the proposed method with naı̈ve
implementation, which does not subsample images,
in computational time. For the proposed method,
we also compared the fast local LUT upsampling
(FastLLU) with the conventional approach of local
LUT upsampling (LLU), which use WTA for local
LUT generation. Also, we evaluated tri-linear inter-
polation and linear-bicubic interpolation for interpo-
lating the local LUT. We utilized eight high-resolution
test images: artificial (3072× 2048), bridge (2749×
4049), building (7216 × 5412), cathedral(2000 ×
3008), deer (4043× 2641), fireworks (3136× 2352),
flower (2268× 1512), tree (6088× 4550). We used
peak-signal noise ratio (PSNR) for accuracy evalua-
tion, and we regarded the results of the naı̈ve filtering
as ground truth results.

We implemented the proposed method by C++
with OpenMP parallelization. We also used Intel
IPP for the cubic upsampling, which is optimized by
AVX/AVX2. For guided image upsampling, we also
optimized by AVX/AVX2 with OpenCV functions.
For downsampling in the proposed method, we use
the nearest neighbor downsampling. For this down-
sampling, we used OpenCV and Intel IPP for the op-
eration with cv::INTER NN option. The used com-
puter was Intel Core i7 6700 (3.40 GHz) and com-
piled by Visual Studio 2017. We used r = 2 for local
LUT upsampling, iteration = 10, σs = 10, σc = 20,
r = 3σs for iterative bilateral filtering, and λ = 0.01
and κ = 1.5 for L0 smoothing. PSNR and computa-
tional time are averages of eight high-resolution im-
ages.

Figure 4 shows the PSNR accuracy of each ac-
celeration method for iterative bilateral filtering and
L0 smoothing, respectively. The number of bins of
the proposed method is 128. The local LUT based
methods, which are LLU and the proposed method of
fastLLU, have higher PSNR than other acceleration
methods. Note that a subsampling rate of 1/16 indi-
cates that the height and the width of images are mul-
tiplied by 1/4. Table 1 shows detail information for
LLU and fastLLU. The proposed method of fastLLU
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Figure 4: Approximation accuracy of PSNR for each accel-
eration method with changing subsampling rate.

is slightly better than the conventional approach of
LLU.

Figure 5 shows the computational time of each
acceleration method for two edge-preserving filters.
The horizontal line of the graph shows the computa-
tional time of naı̈ve implementation. The computa-
tional time is an average of 10 trials. The fastLLU
is the second fastest of five methods, which is ×100
faster than the naı̈ve implementation when the sub-
sampling rate is 1/64. Cubic upsampling is simple
and fast, but the performance is not high.

Figure 6 shows the trade-off between the PSNR
accuracy and the computational time by changing the
subsampling rate from 1/4 to 1/256. Results show that
the fastLLU has the best performance in this trade-off
among these acceleration methods.

Figure 7 also shows the trade-off between the
PSNR accuracy and the computational time of local
LUT based methods. The result shows that the FLL
based upsampling (fastLLU) is faster than the WTA
based local LUT upsampling (LLU), and also have a
little higher PSNR. The result also shows that using
bicubic interpolation for spatial domain obtains slight
higher PSNR, though it takes a longer time.

Figure 8 show the relationship between spa-
tial/intensity subsampling rate and PSNR for iterative
bilateral filtering. The spatial subsampling has a more

Table 1: Approximation accuracy of PSNR for LLU and
FastLLU (FLLU).

Iterative bilateral filtering L0 smoothing
LLU FLLU LLU FLLU

1/1024 26.296 26.322 31.652 31.675
1/256 28.377 28.460 32.548 32.572
1/64 31.985 32.023 33.774 33.798
1/16 34.438 34.465 35.568 35.598
1/4 37.340 37.367 38.373 38.422
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Figure 5: Computational time for naı̈ve implementation and
each acceleration method with changing subsampling rate.

significant effect than the range subsampling.
Figures 9 and 10 depict input image and results

of each acceleration method for iterative bilateral fil-
tering and L0 smoothing, respectively. We omit the
result of LLU because the result is similar to the
FastLLU.

Figure 11 depict results of each approach of the
proposed method for L0 smoothing.

5 CONCLUSIONS

In this paper, we proposed an acceleration method
for edge-preserving filtering with image upsampling.
The local LUT upsampling has higher approximation
accuracy than conventional methods. Also, the lo-
cal LUT upsampling accelerates ×100 faster than the
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Figure 6: Changing subsampling rate performance in PSNR
w.r.t. the computational time of each acceleration method.
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naı̈ve implementation. We also described that fast
LUT upsampling could obtain a higher approximation
of accuracy and faster computational time than using
the WTA approach. Also, by using bicubic interpola-
tion, the proposed method can output more accurate
results.
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