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Abstract: Software project management plays a critical role in software projects. Therefore, software project management actions have an important impact on software projects and organizations. However, software engineers often become software project managers with little or no training in project management. As a result, sometimes they have to rely on hearsay or their own assumptions to formulate strategies and a plan of action for managing software projects. This has led to several software project management misconceptions or fallacies that can have important negative effects on software projects. This paper examines some relevant fallacies based on the authors’ experience and discusses published material which refutes them. This work contributes to the practice of Software Project Management by identifying and correcting practices which can reduce the success rate of software projects.

1 INTRODUCTION

For a long time, the software project manager has been identified as an important factor in the success of software projects (Boehm, 1981). For example, in (Cone, 1998) the author showed that up to 60% of the cost of software projects can be attributed to personnel turnover and the number one reason why people leave a software organization is their manager. Complementing Boehm’s work, Weinberg combined the various factors involved in software projects and found that management was more responsible for success than all other factors combined (Weinberg, 1994). Later, Cusumano made a similar observation stating, “Management, not technology, determines success” (Cusumano, 2004). Although the data that supports these contentions is limited, more recent data confirm that the software project manager is more important to success than all other factors combined (Gulla, 2012).

Today, the advent of the agile philosophy has cast doubt on the value of software project managers. Although it is only a single data point, the experience of Google™ may prove useful (Garvin, 2013) in clarifying the software project manager’s role even in agile environments. At one time, the founders of Google subscribed to the thesis that they did not need managers and created a “flat” organization. Details of how to address one issue or another all ended up being sent to the founders of the company, overwhelming their ability to maintain any form of control. Over time, they came to highlight the relevant role that software project managers performed in the company including prioritizing work, helping software engineers to develop their careers, motivating individuals and teams and keeping everyone focused on corporate goals.

So, we must conclude that software project managers are vital to software projects and organizations in many different ways. Therefore, their knowledge, beliefs and actions can affect the outcome of software projects. That is why identifying and refuting mistaken beliefs about software project management (referred to herein as SPM fallacies) is relevant and can have a positive effect on the profession.

There are many definitions for the term, “fallacy”. The one used in this paper is misconception or flawed reasoning. Fallacies are not supported by facts or data and the number of beliefs of this type held by software project managers vary from one individual to another and from one organization to the next. The collective set of these beliefs held by some software project managers to be self-evident truths is probably huge. Some of the most relevant according to the authors’ experience as software project managers, software consultants and instructors will be examined here. Our aim is to bring SPM fallacies to the attention of...
practitioners. This may help to avoid or at least reduce the use of the related practices. It may encourage software project managers to reflect upon other SPM fallacies not discussed in this paper but used in their conduct of software projects.

2 WHERE DID SPM FALLACIES COME FROM?

Fallacies are beliefs that can be the result of misinformation, wishful thinking, ignorance, or hearsay, and as already mentioned, are not based on facts and data. The wishful thinking aspect of fallacies is due to the desire for some simple way to address a complex problem.

Fallacies play a role in software project management due to a lack of sufficient preparation of software project managers for their role in software development (Tomer, 2014). This situation is not totally unexpected since moving from the ranks of software engineer to software project manager subjects the new software project manager to situations they may not have experienced or been trained for. As one moves to a position of authority, one’s intuition influences decision making more and more (Taylor, 2011). The higher in the organization one progresses to, the greater the influence of intuition until intuition is dominant.

The relevant role of intuition helps explain why software project managers do not seem to learn from project failures and therefore fallacies are not easy to remove from their body of knowledge. Software project managers’ intuition guides their actions and accepting responsibility for a failure reflects on them personally bringing into question their view of their own competence. Instead, the blame is placed on just about any other factor, changing requirements, lack of customer involvement, and so on. Shirking one’s responsibility for failure has been shown to inhibit our ability to learn from failure (Myers et al., 2014) and, therefore does not help software project managers to reduce our set of fallacies.

3 SOME RELEVANT SPM FALLACIES

Misguided management practices are not unique to software project management but exist in various forms in all areas of project management. Some are unique to software development due to software engineering’s parochial view that software projects are different from all other projects and as such, not subject to the same forces and principles present in other projects (McConnell, 2000).

The situation is somewhat complicated by the fact that not all software project managers hold the same set of beliefs to be self-evident. Additionally, new software project management beliefs may be created with each passing day. Our aim is not to provide a complete list of software project management myths but to discuss and offer data and references to refute some of the most relevant ones according to the authors’ professional experience.

Although the different fallacies can be related, we have categorized them into three groups: Team and Productivity, Planning and Scheduling, and Process and Lifecycle.

3.1 Teams and Productivity

In the team and productivity category we group some fallacies that are related to team composition and that can drive decisions that impact on the productivity of such teams.

1. The Software Project Manager must be the Best Software Engineer on the Team – This one has been written about and refuted for nearly half a century (Townsend, 1970; Townsend, 1984). There are three major issues which discredit this idea:
   a. The productivity of the team – By putting the most productive software engineer into management, the overall productivity of the team is reduced.
   b. The mentoring capability of the project manager – Unless this is a very special person, they will not be patient with poor performing software engineers and help improve their abilities and mentor them to advance their career.
   c. Effectiveness as a project manager – This high performing person was exceptional because they really liked developing software. Taking them away from what they loved doing results in a disgruntled software project manager who would rather be writing code than dealing with the various aspects of software project management.

2. The Best Team is Composed of the Best Software Engineers Available – This concept has been tried in other high technology endeavours and it has consistently failed (Belbin, 1996). This phenomenon even has a name, “The Apollo Syndrome.” In part, what happens is that we have
a team of (for lack of a better term) “prima donnas”, some of them believing they are smarter and more accomplished than their colleagues. Under these circumstances, they do not work together as a mutually supportive team. Instead, they break up into individual contributors and/or separate factions often competing with each other in order to demonstrate their superiority. The result is detrimental to the project.

3. **Spread Success by Distributing Members of Successful Teams to other Teams** – Empirical and field studies (Staats et al., 2010) have shown that breaking up a team to do this results in the loss of an effective team and the intended spreading of the successful concepts does not happen. If the goal really is to spread successful practices, then we should study what the manager of that project did and emulate it elsewhere. More than this, a study of 1,004 development projects involving more than 11,000 people found that when team familiarity (i.e. team members had worked together before) increased by 50%, defects decreased by 19% and budget deviations decreased by 30% (Huckman and Staats, 2013).

4. **All that I need is One or Two High Performing Software Engineers on the Team to be Successful** – It is often referred to as “stove piping” or the “islands of knowledge” approach. Like the other myths, a software project manager can be successful engaging in it until disaster strikes – the key player leaves the project. While it may be tempting to rely on one or two individuals to “carry” the project it inevitably leads to problems. Successful software development teams take the opposite approach encouraging members to share knowledge in a collaborative, collegial environment (Staats et al., 2011). Often, key players involved in stove piping see retaining vital knowledge as a form of job security. However, these individuals do not realize how much that will restrict their career growth by preventing transfer to a more interesting project. The solution to this situation is to cross-train within the team so that other team members can support the project if a key player becomes unavailable.

5. **We can Multiplex our Best People** – With the increase in work and complexity in so many organizations, it has become common to share highly skilled workers with more than one project. More than 20 years of research on the effects of multitasking on individual productivity have found negative effects on productivity associated with this practice (APA, 2006; Ophira et al, 2009). They found that there is a reduction in productive time of 40% and a greater tendency toward distraction and errors. People are not “plug compatible” and able to instantly switch from one set of project issues to another without some form of “spin up” taking place thereby losing productivity. So, while this practice may continue, the data supporting it are not encouraging.

6. **People Work for Money** – For many years, leading experts on human behaviour have studied and identified why people work (Herzberg, 1966; Maslow, 1971; McClelland, 1961). Although their models differ slightly, one of the things they have in common is that people work for self-esteem, self-realization, and other reasons – not for money. This myth leads software project managers to use money as a means of motivating people to improve their performance. Money, as an incentive for improving productivity has been shown to work for short periods and only in situations involving repetitive activity such as factory work (Ryan and Deci, 2006). But the best way to improve performance is to thank people for their work (Grant and Gino, 2010). That seems paradoxical in that the most costly reward is less effective than one that is free. The thank you does not have to be some sort of public ceremony; a private, one-on-one meeting is all that is required. Some software project managers do not see the need for saying thank you because (in their words), “I do not need to thank them for doing their jobs.” Given what we now know, that position will not motivate people to perform at a high level.

7. **Offer a Big Reward to get Higher Productivity** – People do not work for money but if the reward is big enough, they will cheat in order to get the reward (Gino and Ariely, 2011). Big rewards (e.g. a trip to some place special, paid for by the company) can undermine ethical behaviour by one or more team members resulting in friction within the team and loss of productivity.

8. **Start with a bigger team** – Some software project managers believe they should start with a larger team than they really need. They believe this strategy (though more costly) will prevent them from getting behind schedule. Empirical and field studies (Staats et al., 2014) have shown that larger teams are less effective than “right sized” teams. Overall, larger teams have been shown to be less efficient and productive.

9. **Putting Pressure on the Team will Improve the Team’s Performance** – This one seems reasonable, implying there will be negative consequences to the team if the team is not
successful. The theory is that this pressure should get everyone to make an extra effort. We frequently see this strategy in books and movies. In fact, people work at lower productivity levels when they are under stress (Gardner, 2012). Also, if there is enough pressure placed on the team, the collective knowledge and experience of the team will suffer with team members working independently and not relying on other team members to help them with particularly troublesome software problems or helping other team members with theirs (Gardner, 2012). This results in the collective knowledge of the team being lost (Gardner, 2012). How much pressure is too much pressure? That is one of the “soft” issues successful software project managers have mastered. By maintaining open communications with the team, an effective software project manager can tell when the team is not performing at its highest level and work to reduce the pressure in some way.

10. Set Challenging Goals, if People Have a Target, They will work to achieve It – As with some of the other myths listed here, this one is a question of degree, not an absolute. Senior managers often like to call the goals that are set for an organization, “stretch goals.” This name implies what the senior manager wants to achieve. That is, to get the team to push themselves to increase or “stretch” their performance. As well intended as this concept may be, studies have shown that if the team perceives the goal as being unachievable, productivity suffers (Ordonez et al., 2009). So the admonition here is to set goals that are achievable. Finding out what the team thinks is achievable must be part of the software project manager’s communication skill.

3.2 Process and Lifecycle

These fallacies impact different aspects of the software process, its use, how to improve it, as well as the particular software lifecycle to be used in the project.

1. Requirements Changes Cause Software Project Failures – Requirements changes are almost inevitable in nearly all software and other technology-related projects because requirements definition is a “discovery” process. The project begins with all the stakeholders possessing some vision of what will be produced. Over time, it becomes obvious to some that what they thought was going to be delivered differs significantly from what is likely to be delivered. This results in requirements changes. In the construction industry, requirements changes are a way of life (Peters, 2015; Touran, 2003). The changes themselves in any industry are usually not the problem. Not planning for and accommodating changes in a cost-effective manner is. Assuming there will be no changes in requirements and other simplifying assumptions put the project at risk. Changes can cause rework increasing cost and lengthening schedule which can put the project at risk if the process we use does not allow us to accommodate them in a cost-effective softy way.

2. If It isn’t Broken, don’t Fix It – This one is popular in many industries but, even though it sounds reasonable, it sets up a culture of maintaining the status quo. A better approach is to proactively establish a culture of continual improvement (Weick, 1987). A slight revision of this philosophy to a proactive one results in the revised statement, “If it isn’t breaking, don’t fix it.” This imparts a philosophy of continually monitoring and improving processes, methods, techniques and related matters to do better as a team going forward. If the change does not improve matters, undo it and try something else. The concept here is to constantly monitor what is happening in our project(s) looking for ways to fine-tune our methods to reduce cost, improve quality and increase our proficiency. Based on studies of how software engineers view their work and relationship to management (Katz, 2013), such an environment motivates software engineers to higher levels of productivity.

3. Software Development Processes are Great but if we are Behind Schedule, We won’t have Time to use Them – There have been a lot of arguments against employing any defined development process including that such processes are restrictive and inhibit creativity and innovation. Regarding software development processes, remember, they did not get created in a vacuum but, in general, were the result of work by previous and possibly current software engineering teams focused on improving productivity, improving product quality and so forth. The real test of a software process’s value is whether or not it can be used in an emergency (Rombach, 2003).

4. Not using the Waterfall Lifecycle Improves a Project’s Chances of Success – Anecdotally, this lifecycle model has been taken to task for not being viable in today’s software engineering environment. Agile and other approaches have been anecdotally described as being an
improvement without overwhelming evidence. What is needed here are a set of facts and data. Until a study is performed looking at hundreds or thousands of software projects, categorizing their lifecycle models and clearly demonstrating this one is actually true, it must remain a myth.

5. **Technology is the Key to Success in Software Projects** – A study by IBM found that technology isn’t the key to success (Gulla, 2012). After categorizing the documented causes of software project failures, that study found that 54% of the failures were attributable to poor project management while only 3% of the failures could be attributed to technical challenges. Dependence on technology tends to spill over into the area of project management with potentially disastrous results. A four year study of 72 multinational product development projects found that project problems that appeared to be technology related actually had, at their source, social, psychological and organizational issues. In retrospect, this seems reasonable since it is people who do the work. To compound matters further for high technology projects, project managers overwhelmingly agree that personnel problems are their most difficult problems to deal with (Maylor et al., 2013; Katz, 2013) and are the ones they are the least trained for.

### 3.3 Planning and Scheduling

Under the planning and scheduling category we group fallacies that impact estimating and project planning.

1. **Planning and Scheduling are the Same** – Although we can find some published opinions supporting this believe (McConnell, 2000), planning and scheduling are related to be sure but not the same (Kerzner, 2013). A plan is simply a list of tasks and subtasks that must be successfully completed for the project to be deemed a success. A schedule time orders the tasks indicating which must be done first, second and so on as well as which can be done in parallel. These two aspects of the project (the plan and the schedule) are, in a sense, linked by the assignment of specific individuals to tasks. Changes to the plan often result in changes to the schedule, and changes in the schedule can also result in changes in the list of tasks, resulting in an interplay between the two.

2. **Coming Up with the Right Plan Helps Ensure Success** – This is another wishful thinking or “magic bullet” concept. The problem this fallacy creates is that it implies that once the plan (with its corresponding schedule) has been created, the software project manager is done. However, planning and scheduling are continuous activities (Peters and Moreno, 2014), the initial plan is only the start. As General Dwight Eisenhower was quoted as saying, “Plans are nothing, planning is everything”. Unforeseen problems will occur that require a change in the project plan and schedule. As the Greek philosopher Heraclitus was quoted as saying, “Change is the only constant.”

3. **If Our Project Goes Over Budget or gets Behind Schedule Early on, We can work Harder and Eventually Finish on Budget and on Schedule** – There are, literally, no facts and data to support this one. What facts and data that do exist, based on a study of over 700 projects indicate is that if the project is 15% complete and over budget, its chances of recovering and finishing within its budget are nil (Fleming and Koppelman, 2010). This emphasizes the need for the software project manager to closely monitor cost and schedule right from the start of the project and being willing to take remedial action if the project begins to depart from the plan and schedule.

4. **If We had Better Estimating Methods, We would come Closer to meeting Budget Requirements** – It turns out that no matter how hard we try to accurately estimate any project, we are unknowingly placed at a disadvantage. The problem lies, not in our methods but in ourselves. Research into how people estimate found that we are overly optimistic about our abilities. This human trait is present no matter what formulated method we use (Lovallo and Kahneman, 2003). More recently, a method has become available that helps us back out the effects of over optimism and bound our estimate (Peters, 2015; Flyvberg, 2006). It works so well that the American Planning Association has advised its members to never use traditional estimating methods without also using this method called, “Reference Class Forecasting” (Flyvberg, 2006). What it provides is an estimate plus a set aside or contingency amount which is based on the desired confidence level for the estimate.

5. **Software Engineering is Unique in that Budgets and Schedules are Rarely Met** – Although with some exceptions, this is particularly true when attempting to build something that has never been attempted before. For example, even though man has been building roads and bridges that are seemingly unchallenging tasks for more than two thousand years, overruns in budget and schedule occur today with a great deal of regularity (Flyvberg, 2006). Given all that we should have
learned over the centuries, this seems puzzling until we become cognizant of the 2002 Nobel Prize in Economics winning work of Kahneman who explained this phenomenon of inaccurately estimating as a common trait shared by all human beings (Kahneman, 1994).

4 REMOVING FALLACIES FROM THE MANAGERS’ LEXICON

There is no an easy solution for dispatching these and other myths about software project management. Information and education can be the keywords for this challenge, and they should be considered at different levels.

On one hand, at the software project managers level, this paper contains several references which can serve as resources to aid software project managers. But there are other resources. For example, although they do not always abound, software project management books and journal papers and conferences with empirical data about software project management practices, are especially interesting in order to support or refute a particular software project management belief.

Specific knowledge related to software project management has also been recently incorporated into the Software Extension to the Project Management Body of Knowledge (PMBOK, 2013). This Software Extension supplements the PMBOK Guide with specific knowledge related to software projects. The application of this knowledge in real situations can also contribute to reflect about some of our software project management beliefs.

In addition to the referential resources, the experience of instructors is crucial to provide different kinds of empirical knowledge to the audience, as well as a very practical education, in line with what it suggests in general software engineering education. In this sense assistance from accomplished software project managers from industry could help fill this need.

In this educational process about software project management we have to keep in mind that managing a software project involves dealing with issues that frequently do not have a clear or verifiable “right” answer. Examples of these include organizational behaviour, risk management, complexity management, accounting basics, planning, scheduling, estimating and others which have been described as being “wicked” problems (Peters, 2015; Peters, 2008). The term “wicked” is meant to indicate they do not have right or wrong answers and, based on the authors’ industrial experience, seem to change continuously. This is clearly a drawback which we face in our profession, however it should not limit our efforts in improving our knowledge.

Finally, notice that, this educational process should be accompanied by other personal lessons that help us to learn to accept our failures and improve (as a popular proverb states “sometimes we win and sometimes we learn”).

On the other hand, although educating current and future software project managers is important, their effectiveness in managing projects can be undermined if software engineers and other team members are not also educated regarding the important role the software project manager plays in software projects. This complementary education can help to avoid situations in which experiencing the seemingly mindless actions of software project managers, some software engineers may conclude that software project managers are really not up to the task. That knowledge about software project managers skills can also serve to improve communications between the software project manager and the rest of the team with incumbent improvement in project success. It may also help to prevent some software engineers from becoming software project managers for the wrong reasons (e.g. more money, prestige, better perquisites). The ones that do will at least know in advance just what they are getting into.

The educational process discussed above needs to be complemented from an organizational level. Google’s experience in trying to remove software project managers from the organization (Garvin, 2013) provides meaningful evidence about the recognition of the role of software project managers in an organization. The fact that most companies, even major corporations, do not have a clearly defined path to management highlights this lack of understanding (Maylor et al., 2013). In this sense, it is also crucial that the software community recognizes the crucial role of software project management and elevate the status and importance of software project management to being a vital part of the software engineering profession.

5 CLOSING COMMENTS

For half a century, software engineering has focused on technology development to solve software engineering problems. This has produced some
improvements in quality and a linear increase in productivity of approximately one source line per programmer month per year from 1960 to 1990 (Jensen, 2000). Presumably, that linear increase has continued. But software projects continue to fail (Standish Group, 2015).

It has been shown that the management of software projects is where we can obtain the highest return on investment if only we turn our attention to it (Gulla, 2012). This is why we have focussed on discussing misconceptions related to software project management that according to the authors’ professional experience are relevant.

We have organized these fallacies into three groups (Team and Productivity, Schedule and Planning, and Process and Lifecycle), with the most numerous ones being related to team management. This is not surprising due to the key role of people in the software development process.

Recognizing the value that competent software project management provides to the project and organization overall is a prerequisite for properly setting the working conditions for software project managers.

An open question arising from this work is: Does removing the mentioned fallacies from the belief systems of software project managers, make them “good” managers?

What a good manager is has been known for at least half a century since Peter Drucker (Drucker, 2006). An exemplary work was done at Google cataloguing the most effective practices (Garvin, 2013). In sum, a “good” manager is someone who:

1. Is a good coach
2. Empowers the team and does not micromanage
3. Expresses interest in and concern for team members’ success and personal well-being
4. Is productive and results oriented
5. Is a good communicator – listens and shares information
6. Helps team members with career development
7. Has a clear vision and strategy for the team
8. Has key technical skills that help him or her to advise the team

So, the answer to the previous question should be no. Garvin’s list could help software project managers to be especially cautious with the beliefs they have and to confirm them with facts and data to determine whether or not they are sound management practices.
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