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Abstract: The reliability of web services is important for both users and software developers. In order to guarantee the reliability of the web services that are invoked and integrated at runtime, mechanisms for automatic testing of web services are needed. A basic issue in web service testing is to be able to generate appropriate input values for web services and to estimate whether the output obtained is proper for the functionality. In this work, we propose a method for automatic web service testing that uses semantics dependency-based and data mutation-based techniques to generate different test cases and to analyze web services. We check whether the services function properly under the input values generated and enriched from various data sources and we check robustness of web services by generating random and erroneous data inputs. Experimental evaluation with real web services show that proposed mechanisms provide promising results for automatic testing of web services.

1 INTRODUCTION

Web services provide interaction between different distributed applications and the use of web services becomes one of the most preferable technologies by software developers and web users. They are published in high numbers, they become outdated very rapidly, and there is no standard control mechanism for their reliability. Traditional offline and manual testing processes are not always applicable to testing of web services. Therefore, it is necessary to have a mechanism for online and automated testing of dynamically discovered and selected web services to be included in a software application (Wang et al., 2007), (Dranidis et al., 2007).

In this work, we present a method for automated testing of web services. An important issue that we target in this work is to generate appropriate input values for web services automatically. To this aim, we adopt two previous techniques from different areas: mutation analysis, and semantic analysis. In mutation analysis, a web service is tested by using random and specified values in different ranges that are set according to the parameter type. Whereas in semantic analysis, dependencies among web services that are published by the same service provider are semantically analysed. Different test cases are generated and the test score of a web service is obtained by examining the outputs in two dimensions. Since we do not know the exact behaviour of the services, we aim to employ simple yet effective methods here. In the first dimension, if an exception occurs during the execution of the web service request, the web service is considered unsuccessful. The second dimension is based on checking whether the web service returns different results for different test cases.

In this study, we work on web services specified in Web Services Description Language (WSDL)\textsuperscript{1}, which is the prominent specification method for web services. The methods proposed in this work do not need semantic description of services. The reason behind this choice is based on the observation that almost all of the published web services do not have semantic definitions. One basic assumption is that web services have providers and they publish a set of services, and these service are generally related such that they belong to the same domain and output of one service may be input for another one. We use such dependencies in semantic analysis of web services. The proposed method is implemented in a domain specific web service discovery system. The web service testing module in this system is in charge of checking whether the discovered services function correctly. The performance of the proposed method is evaluated on synthetic and real world web services.

\textsuperscript{1}http://www.w3.org/TR/wsdl
The experimental results indicate the usability of the approach.

The main contribution of this work in comparison to previous work can be summarized as follows: The proposed method does not rely on an external mechanism or framework, it can be easily applied. It does not assume availability of semantic service description or description of internal mechanism of web service. For input generation for web services, it combines data mutation based technique with semantic dependency analysis among web services. Test score generation process is performed automatically.

The rest of this paper is organized as follows. In Section 2, related work is summarized. In Section 3, general architecture of the proposed web service testing method is described. In Section 4, mutation-based analysis is presented. In Section 5, semantic based analysis is given and this is followed by the score generation described in Section 6. Evaluation results are presented in Section 7. The paper is concluded in Section 8 with an overview and future work.

2 RELATED WORK

Before using the web service by service consumers, testing is needed to guarantee the correctness and robustness of web services. The study of Martin et al. (Martin et al., 2006) is one of studies that emphasize the robustness testing of web services by using WSDL. It presents a framework to generate and execute robustness test cases automatically.

In (Bai et al., 2005), Bai et al. propose an approach about WSDL-based test generation and test case documentation to provide reusability of generated test cases. Test cases are generated in four levels: test data generation, individual test operation generation, operation flow generation, and test specification generation. Test data is generated by analyzing WSDL message definitions. In individual test operation generation level, input parameters of web services are analyzed and test operations are generated. In operation flow generation level, the sequence of the web services are determined by the analysis of dependencies between the web services. In this approach, three dependencies are used: input dependency, input/output dependency and output dependency.

Siblini et al. (Siblini and Mansour, 2005) propose a mutation testing method for web services. The aim of this approach is to find errors relevant to both the WSDL interface and the logic of web service programming. In their work, mutant operators to the WSDL document of web services are defined and mutated web service interfaces are generated. With each modification, a new version of test case is created and it is called a mutant. Mutant operators are applied to input parameters and output parameter of web services and the data types that are defined in the WSDL document.

Obtaining valid inputs and outputs is a tedious work and often such information is not readily available. AbuJarour et al. (AbuJarour and Oergel, 2011) propose an approach to generate annotations for web services, i.e., valid input parameters, examples of expected outputs and tags, by sampling invocations of web services automatically. The generated annotations are integrated to web forms to help service consumers for actual service invocations. In this approach, in order to generate valid parameters, various resources such as random values, outputs of other web services that are provided by the same web service provider and different providers, external data sources such as WordNet, DBpedia, Freebase, are used.

Although the proposed method have similarities with (Bai et al., 2005), (Siblini and Mansour, 2005) and (AbuJarour and Oergel, 2011), as the basic difference, in this study, the emphasis is on generating appropriate inputs for testing and generate an overall test score automatically.

3 GENERAL ARCHITECTURE

The proposed work aims to automatically test web services that are specified in WSDL. Each service provider has a WSDL document to specify the information about the provided web services. This document contains the names of the web services, the attributes of input and output parameters of the web services and also user defined types. This document provides valuable information for service invocation. However, this information is not sufficient to test the web services. Since the behavioral information of web service is not available, only black-box testing can be performed for validation and testing of web service.

Within the scope of this work, web service validation is defined as the process of checking whether the web service is still alive and accessible or not by invoking the web service by simple appropriate parameter values. On the other hand, web service testing is the task of checking whether a web service functions as it should be. Both processes require generation of input values for test cases. To this aim, firstly, the types of the input and output parameters of a given web service should be identified. As the atomic parameter types, boolean, character, integer and floating point number are the most common ones. By using
the atomic types, user-defined complex types can be constructed. To analyze and generate a value for basic types is more straightforward than that of complex types. In order to generate test data of complex data types, the structure is recursively analyzed until it encounters with basic data types. Since the aim of the validation process is to check whether the web service is still alive and accessible or not by invoking the web service, setting simple default values to input parameters is sufficient for validation process.

In order to test a web service, one criteria is that no exception is taken when the web service is invoked by using the generated input values. Another important point is to check whether the service generates different outputs for different input values. If a service always returns the same value in spite of different input parameters, it is considered that it is a test service or this service has no implementation. Such services fail the test.

The general architecture of the proposed approach is shown in Figure 1. Web service testing process starts with getting the URLs of service providers. At this point, we assume that the service is already discovered, and hence service provider’s address is available. By downloading and analyzing the content of WSDL documents, information as to which web services are provided and how to invoke are obtained. For each provided web service, the validation process is performed in order to check whether it is alive or not. On the validated services set, input dependency, output dependency and input/output dependency relations are analyzed.

The next step is test case generation with data mutation-based method. By this method, the values of input parameters are generated according to the parameter type declarations in the service description. With the generated input parameters, the web service is invoked and the invocation result is saved for score calculation. Following this, test case generation with semantic dependency analysis is performed. For each web service, the values for input parameters of web service are determined according to the semantic dependency analysis and the web service is invoked with the generated input parameters. As in the previous step, for each invocation, the results are saved. Finally, for each web service, the final test result is calculated on the basis of the results of all invocations.

4 MUTATION ANALYSIS

In software engineering, the purpose of the mutation testing is to help the tester develop effective tests or locate weaknesses in the test data used for the program or in sections of the code that are seldom or never accessed during execution. The proposed method is inspired from mutation testing methods, however the aim is quite different. The aim of mutation testing is to measure test adequacy. On the other hand, the aim of data mutation in the proposed method is to generate test cases. In traditional mutation testing, mutation operators are used to transform the program under test. In contrast, this method is applied for generating random and erroneous data inputs.

In mutation-based test case generation, a parameter can have different values in the range of its type domain. In this method, the various random and error-prone data input values are generated and they are grouped. When we use the generated values in each
range for input parameter, we expect that invoked web service presents different behaviours.

We mention that types of input parameters can be fundamental or complex type. In case of complex type, the generator recursively analyzes the structure of the input parameter type until it reaches the fundamental type. Various values in the range of its type are generated and the generated values are grouped. For each group, the range of parameter value is also constrained. We apply several versions of data mutation. In Mutant Version 0, positive values are generated for input parameters. When the web service is invoked by using these values, it is expected that invoked web service returns a proper value. In Mutant Version 1, 2, 3, 4, 5 and 6, erroneous input values are generated.

For numeric types, in Mutant Version 1, input parameter is set to 0. By this way, it can be checked whether the web service prevents division by zero error or pointer address error. In Mutant Version 2, the numeric input parameter is set to -1 and thus it is checked whether unsigned to signed conversion error, out-of-bounds memory access error, signed/unsigned mismatch warning in comparison is prevented by web service. Incorrect sign conversions can lead to undefined behaviour and the web service can be crashed. In Mutant Version 3 and 4, boundary values are generated. In Mutant Version 5 and 6, very high and low values are generated randomly. Thus, the fault resistance of the web service is checked. For each type, the values that can be generated are different. Therefore, the mutant groups are constructed differently with respect to the parameter type.

For String typed parameters, it is very hard to generate valid values. Although the web services are not annotated, if we know the domain of the web services, it is possible that the instances can be directly taken from the ontology or the ontology can be populated with instances by using public resources. As the first step, the name of input parameters are semantically compared with the ontology terms in order to find the similarity value and ontological position of the input parameters. We obtain the ontology terms with matching degree above the threshold value. We check whether there is any instance for the ontology term corresponding to the name of input parameter. If it has at least one instance, a random one of them is used for input parameter value in test case generation. Otherwise, the hyponym terms of the name of input parameter are searched and if any term is obtained, the instances of the obtained hyponym terms are used, if available.

5 SEMANTIC DEPENDENCY ANALYSIS

A service provider generally publish multiple services and some of them have interactions with each other. In such a situation, for testing atomic web services, test cases can be generated by using these interactions. Semantic dependency analysis considers the following three types of dependencies:

- **Input dependency**: A web service WS1 is input dependent on WS2 if and only if WS1 and WS2 share at least one input parameter that has the same type and same name.

- **Output dependency**: A web service WS1 is output dependent on WS2 if and only if output parameters of WS1 and WS2 have the same type and the same name.

- **Input/output dependency**: A web service WS1 is input/output dependent on WS2 if and only if at least one input parameter of WS1 has the same type and similar name with at least one field of output parameter of WS2.

In this work, especially, semantic input/output dependency is used. The generation of the values for input parameters of each web service that are provided by the same service provider is a very time consuming process. To deal with this problem, the input dependency and output dependency are also used. However, the output and input dependency analysis is performed just syntactically by comparing the types of input or output parameters of the web services.

Initially, input dependencies, output dependencies and the input/output dependencies between all validated services of each service provider are analyzed. On this basis of this analysis, test cases are generated. A web service may have no input parameter and also may return no value. For each validated web service with at least one input parameter, the dependencies with the other validated web services that are provided by the same service provider are analyzed.

For semantic input/output dependency analysis, similarity between the names of the parameters is found through matching degree calculation. For this calculation phase, the functions of word matching library presented in (Canturk and Senkul, 2011) is used. This matching method is extended from WordNet and it performs both syntactic and semantic matching. It is possible to use any other word matching tool that returns a score for similarity. However, we preferred to use this new matching technique since it has shown to provide promising improvement over similar techniques, especially for semantic matching.

While finding matches, each term in the first pa-
rameter is compared with the all of the terms in second parameter. As the result of this similarity calculation, we obtain a similarity degree array with length of \( n \). However, we desire to get a single value as the similarity degree of whole output term to whole input term. Therefore, the average value of these similarity degrees is calculated for the final similarity value \( (s1) \) by using Equation 1.

\[
sim(\text{term}_1, \text{term}_2) = \frac{1}{n} \sum_{j=1}^{n} sim(\text{term}_1, \text{term}_{\text{ontTerm}_j})
\]

We devise also another method to calculate the similarity degree between input and output terms where domain ontology is available. Note this ontology is not for service description, but for describing the domain of the services, such as Car or Movie domain. In this method, the distance between the input term and each ontology term and the distance between each output term and each ontology term are calculated. These distances are used to determine the ontological positions of the terms. By calculating the average of the differences of these distance values with each ontology term, the similarity value \( (s2) \) between input term and output term is calculated by using Equation 2.

\[
onsim(\text{term}_1, \text{term}_2) = 1 - \frac{1}{n} \sum_{k=1}^{n} |sim(\text{term}_1, \text{ontTerm}_k) - sim(\text{term}_2, \text{ontTerm}_k)|
\]

where \( n \) is the number of ontology terms.

The final similarity value with the name of the output term and the web service whose output parameter is analyzed are recorded to input/output dependency list of analyzed input parameter. A sample list of input/output dependency relations of web services is shown in Figure 2.

6 OVERALL TEST SCORE GENERATION

Overall test score of a web service is calculated through its performance in mutation-based and semantic dependency analysis based test generation phases. For all of validated web services, different test cases based on both semantic analysis operation and data mutations are generated.

Firstly, the test case generation based on data mutant analysis is performed. By using each version of mutant value generation mentioned in the previous section, different values are generated for each input parameter. Web service is invoked with these input parameters and return value is obtained. In Mutant Version 0, five different values in the given range are generated for each input parameter. By setting the input parameters to these generated values, the test case is prepared for the web service. The next step is test case execution. In this phase, web services are invoked and the results are checked. If an exception occurs during the execution of the web service request, then the web service is accepted as unsuccessful. This result is recorded to statistics of testing of web service. On the other hand, it is expected that the web services that cause no exception will have different return values. Currently, a web service pass the test if it produces different outputs to different inputs. However, the obtained result value will be further analyzed in detail.

For mutant version in which the values of input parameters from ontology instances are obtained, one test case is generated in which the values of input parameters from WordNet instances are obtained. As the last mutation version, input parameter switching is performed. The test cases that are generated in mutant version 0 and that provide successful test result are used again in switching version, if the parameters are suitable.

As the second phase, test case generation based on dependency analysis is performed. If the web service has no input parameter, it is invoked without generating any input value and the invocation result is analyzed. If it has at least one input parameter, the value set is generated for each input parameter by performing the following steps.

Firstly, the dependency list is analyzed. If it has no dependency with the return parameters of the other web services, considering its type, a random value is generated using version 0 in the mutant-based method. Otherwise, by starting with the first web service in the dependency list, the test cases of web services are analyzed to get the appropriate value from its return value. The dependency relation list is sorted by dependency degree, therefore the analysis operation is started with the first one. If the first web service in the list has no successful test case, it is not used for
generation and the analysis is continued with the next
web service in the dependency list.

7 EXPERIMENTAL EVALUATION

7.1 Analysis Method for Test Results

As we described in previous sections, web service invo-
vocation results are obtained by calling a web ser-
vice by using the input parameters that are generated
with data mutation and semantic dependency analy-
is based method. The test results are generated by
examining the invocation results in two dimensions.
The first one is based on checking the execution re-
sults. An exception can occur during the execution of
the web service request. In this case, the web service
is accepted as unsuccessful. On the other hand, if it
works properly and causes no exception, it is accepted
as successful.

The second dimension is based on checking
whether the service gives different outputs for differ-
ent input values. If a service always returns the same
value in spite of different input parameters, it is con-
sidered as a test service or this service has no imple-
mentation. If the same output value is obtained after
all successful execution of test cases, the web services
is failed for this point.

The other checking is for the input parameter
switching method. It is expected that different return
values are obtained after the executions of the test
cases that use the switching method and the source
test cases whose input parameters are switched to
generate the new test case. For each test case using
input parameter switching method, if the return val-
ues of itself and source test case are different, it is
accepted as successful in this checking process. Oth-

Figure 2: Input/Output Dependency Relations of Web Services.

erwise it fails the test.

By using the obtained results of the web services
for two dimensions mentioned above, the final test re-
result is calculated. In testing of a web service, its suc-
cessful invocation is more important than its returning
different values. The web services that throw excep-
tion when they are invoked are never preferred by the
service consumers. Therefore, the overall success re-
result of the test cases is more weighted than having dif-
ferent outputs for different input values. Therefore, a
weighted average is applied, where the weight of first
dimension is set to 0.7, under empirical evaluation.

7.2 Experiments with Synthesized Web
Services

In this set of experiments, we created web service
providers that include various services, whose be-
aviours are already known. These web services be-
long to Aviation and Car domains. For Aviation do-
main, the provided web services are used to get the
information about flights in Turkey.

For each web service, the proposed approach is
applied and the test results are obtained after the test-
ing process. As we mentioned in previous sections,
different input values are generated for each param-
eter and with these generated input parameters, web
services are invoked. After the invocation, the return
values of web services are analyzed.
In order to obtain the accuracy of our proposed algorithm, we calculate the root mean square error (RMSE). Accuracy results for the syntactically generated web services and average accuracy are presented in Table 1. The proposed testing method predicts the reliability of this set of web services with 0.2346 accuracy error. Since the similar studies in the literature do not produce a comparable overall test score, it is not possible to make a direct comparison with the literature. However, this error value is promising for the usability and effectiveness of the proposed method.

### 7.3 Experiments with Real Web Services

In addition to experiments with synthetic data set, the proposed method is tested on a set of real web services collected in Car, Aviation, Film and Sports domains. In this set of experiments, it is not possible to obtain a success rate, as the services are not annotated. The results rather provides an approximate picture of the current situation for the reliability of the published services. The web services are collected through web search given the domain name as the keyword. The number of the web services that are provided by the same provider, and the number and type of the parameters have a high variation in this collection. Due to space limitation, we present the results for web services in Car domain.

Some of the statistical information for the web services collected in Car domain is given in Table 2. In this collection, out of all web services, 349 services have the overall test score of 1 hence they successfully passed the test cases. The overall test score of 2545 web services is 0, which means that they are totally failed in the test process. 2501 web services are successfully invoked in all test cases of data mutation-based method. 2649 web services are successful in all test cases that are generated by using semantic dependency-based method. 2474 web services are successful in both of two methods. Number of web services that return same value under switching of input values is 2453. Sample results for this set of web services is given in Figure 3.

### 8 CONCLUSION

In this work, we proposed a method to test discovered web services and to generate a test scores automatically. To realize the proposed method, an application is designed and a graphical user interface is also presented to test the web services automatically through running the method step by step for a given web service.

In our approach, data mutation based and seman-
Figure 3: Sample test results for Web Services in Car Domain.

Table: Sample test results for Web Services in Car Domain.

<table>
<thead>
<tr>
<th>ID</th>
<th>ServiceDescriptionID</th>
<th>DateTime</th>
<th>FinalResult</th>
<th>SuccessResult</th>
<th>DifferenceResult</th>
<th>InputMethod</th>
<th>DifferenceOfWebServiceVersion</th>
</tr>
</thead>
<tbody>
<tr>
<td>18</td>
<td>226 25.10.2013 03:49:05</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>19</td>
<td>227 25.10.2013 03:49:05</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>20</td>
<td>237 25.10.2013 03:50:30</td>
<td>0.042</td>
<td>0.06</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>21</td>
<td>239 25.10.2013 03:50:38</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>22</td>
<td>239 25.10.2013 03:50:38</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>23</td>
<td>240 25.10.2013 03:50:30</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>24</td>
<td>241 25.10.2013 03:50:30</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>25</td>
<td>242 25.10.2013 03:50:30</td>
<td>0.05</td>
<td>1</td>
<td>0.5</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>26</td>
<td>243 25.10.2013 03:50:30</td>
<td>0.08</td>
<td>1</td>
<td>0.6</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>27</td>
<td>244 25.10.2013 03:50:38</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>28</td>
<td>245 25.10.2013 03:50:30</td>
<td>0.05</td>
<td>1</td>
<td>0.5</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>29</td>
<td>246 25.10.2013 03:50:38</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>30</td>
<td>247 25.10.2013 03:50:30</td>
<td>0.01272727</td>
<td>0.01272727</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>31</td>
<td>248 25.10.2013 03:50:30</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>32</td>
<td>249 25.10.2013 03:50:30</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>33</td>
<td>250 25.10.2013 03:50:30</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>34</td>
<td>251 25.10.2013 03:50:30</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>35</td>
<td>252 25.10.2013 03:50:30</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>36</td>
<td>253 25.10.2013 03:50:30</td>
<td>0.91</td>
<td>1</td>
<td>0.7</td>
<td>1</td>
<td></td>
<td></td>
</tr>
<tr>
<td>37</td>
<td>254 25.10.2013 03:51:40</td>
<td>0.042</td>
<td>0.06</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>38</td>
<td>255 25.10.2013 03:51:40</td>
<td>0.042</td>
<td>0.06</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>39</td>
<td>256 25.10.2013 03:51:40</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>40</td>
<td>257 25.10.2013 03:51:40</td>
<td>0.042</td>
<td>0.06</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>41</td>
<td>258 25.10.2013 03:51:40</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>42</td>
<td>259 25.10.2013 03:53:06</td>
<td>0.042</td>
<td>0.06</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>43</td>
<td>260 25.10.2013 03:53:06</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
<tr>
<td>44</td>
<td>261 25.10.2013 03:53:06</td>
<td>0.7</td>
<td>1</td>
<td>0</td>
<td>0</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Tic dependency based input data generation methods are used. In data mutation, web services are tested by using random and specific values in different ranges. Values in the specified ranges are generated according to the input type. Different data mutation groups are constructed to generate values for input parameters. Since the internal working mechanism of web services are not available in practice, and for most of the time, the exact respond is not known as well, we prefer to use simple, yet as much as possible techniques for testing.

To be able to evaluate the success of the proposed method, we generated a synthetic data set whose behaviour is known. In this data set, error value is 0.23 under RMSE. It is not possible to make a direct comparison with similar studies since they do not generate such an overall test score. However, this error value is promising for the applicability of the approach. In addition to synthetic data set, we tested the real web services. In this evaluation, it is not possible to provide a success rate as these services are not annotated. This evaluation show that the number of web services that can pass all test cases is about 20%.
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