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Abstract: Service Component Architecture (SCA) is a recent approach and an industry standard for developing complex and distributed systems. Despite the growing research work it still lacks a formal basis for handling quality and reliability of safety-critical systems. In this paper we present main techniques and models for assuring quality and trustworthiness of component-based systems in general, then we present and justify the choice of the design-by-contract approach that we adopted for the following of our research about SCA-based systems.

1 INTRODUCTION

Service Oriented Architecture is a promising paradigm for developing complex systems that utilizes services as fundamental elements for developing applications, in this perspective; Service Component Architecture (SCA) is a new concept that offers a component model for building SOA architecture.

Official SCA specification document includes SCA assembly model specification (Beisiegel, 2007) and SCA policy framework (Barber). However, as an expanding approach, it still needs more formal models and frameworks for modelling and verifying systems.

Our literature review shows that most research efforts have focused on technical aspects of SCA, leaving aside the treatment of quality problems and extra-functional properties of service component.

Our field of research focus on the design and development of complex and safety-critical systems. Critical systems (Isaksen et al., 1997) are systems whose failure could cause loss of human lives, cause property damage, or damage to the environment, such as aviation, nuclear, medical applications, etc.

In this paper we present main techniques and models for handling quality and trustworthiness of component-based systems. Among the presented approaches, the contract-based approach is a lightweight formal method for designing quality-driven systems by specifying its non-functional and quality properties.

The remainder of this paper is organized as follows: section 2 will be dedicated to the presentation of the concept of service component. Section 3 will focus on main techniques and models for assuring trustworthiness of component-based systems. Finally section 4 will present and justify with our proposed approach.

2 SERVICE COMPONENT ARCHITECTURE

Service-oriented computing (SOC) is the computing paradigm that utilizes services as fundamental elements for developing applications (Papazoglou and Georgakopoulos, 2003). Service Component Architecture (SCA) proposes a programming model for building applications based on components following the SOA paradigm.

SCA offers many advantages: it simplifies development of business component and assembly and deployment of business solutions built as networks of services; increases agility and flexibility, protects business logic assets by shielding from low-level technology change and improves testability.

2.1 Component Model

Various component models of Service Component...
Architecture were proposed in literature.

For Ding (Ding et al., 2008) proposed component model, a service component provide and require services. A service can be described by operation activities as by well-defined business function. A component provides and consumes services via ports.

A port \( p \) is a tuple \((M, t, c)\), where \( M \) is a finite set of methods, \( t \) is the port type and \( c \) is the communication type.

A component \( C_{om} \) is a tuple \((P_{p}, P_{r}, G, W)\), in which \( P_{p} \) is a finite set of provided ports, \( P_{r} \) is a finite set of required ports, \( G \) is a finite sub component set.

Moreover, Du et al (Du et al., 2008) included contract concept in the Service Component meta-model.

A contract \( C_{tr} \) is a quadruple \((P, Init, Spec, Prot)\) where

- \( P \) is a port;
- \( Spec \) maps each operation \( m \) of \( P \) to its specification \((a_{m}, g_{m}, p_{m})\) where:
  - \( a_{m} \) contains the resource names of the port \( P \) and the input and output parameters of \( m \);
  - \( g_{m} \) is the firing condition of operation \( m \), specifying the environments under which \( m \) can be activated.
  - \( p_{m} \) is a reactive design, describing the behaviour of \( m \).
- \( Init \) identifies the initial states.
- \( Prot \) is a set of operations or service calling events.

2.2 Framework and Meta-Model for SCA

Zhang et al (Zhang et al., 2009) realized a framework for modelling service-oriented systems. In this framework, the concept of "service component" is considered as a unit of first-class modeling to capture the functional unit linked to the abstract service.

A "service component" is autonomous, self-descriptive and can offer and deliver functionality to other "component service" through interfaces without displaying the implementation details.

The meta-model of the component service (Zhang et al., 2009) is defined from the following aspects: 

**Identification:** Identifies a service component, 

**Specification:** Declares the service interfaces and service contracts, 

**Content:** Represents the implementation of an implicit component service and details of its realization,

**Context:** Sets the environment in which the component service exists and where it can be adopted. 

**Choreography:** Specifies whether the service component is a composite service or not.

Du (Du et al., 2007) proposed another meta-model that includes contracts to the service component.

Contracts can specify both the functional properties and the properties of QoS (Quality of Service) of the various system service components.

3 TECHNIQUES AND MODELS FOR QUALITY ASSURANCE OF COMPONENT-BASED SYSTEMS

As Service Component Architecture is a recent approach, there are very few research works for addressing quality issues and trustworthiness of service-component based systems.

In this section, we present main techniques and models for quality assurance of component-based systems in general. We have identified two main classes, a priori and a posteriori approaches, the first one address quality issues in build and construction time and are rather considered process-based approaches. The second one is a product-based approach and is concerned by testing and correcting the final product.

3.1 Fault Tolerance

Anderson and Lee (Anderson and Lee, 1981) have identified four phases of fault tolerance: error detection, damage assessment, restoration of the state, and continuous service:

- **Error detection** determines the presence of a fault by detecting an erroneous state in a system component.
- **Damage assessment** determines the extent of damage to the system state caused by component failures and limit damage to the extent possible.
- **Restoration of the state** realizes the recovery of the error by restoring the system to a defined state, error-free.
- **Continuation of service**, despite the fault has been identified, means either that the fault must be repaired or the system must operate in a configuration where the effects of the fault no longer lead to an erroneous state.
Fault tolerance is a primary means of reliability of components-based systems. Mohamed and Zulkerine (Mohamed and Zulkerine, 2009) classified the efforts of fault tolerance depending on the type of component into three main classes: programming based paradigm, environment based fault tolerance models based fault tolerance.

3.2 Reliability Evaluation and Prediction

The evaluation and prediction of reliability is to predict the failure rate of components and overall system reliability. They can be used in the operational phase and the early stages of system design software.

Reliability models of the system are classified into three types: state-based, path-based and propagation-based.

- **State-based**: uses control flow graph to represent the system architecture and software to predict the reliability analytically.
- **Path-based**: software reliability calculated by considering the possible execution paths of the program.
- **Propagation-based**: includes the dependence of component failures by considering the error propagation between system components.

3.3 Certification

There is no consensus on the definition of components certification in component-based systems engineering, Councill (Councill and Heineman, 2001) proposed the following definition:

*Third-party certification is a method to ensure software components conform to well-defined standards; based on this certification, trusted assemblies of components can be constructed.*

Research on the quality of component-based systems can be divided in time into two categories: pre-2001 research focused on mathematical proofs and tests, and then the research has focused on models and prediction techniques and on quality assessment (Alvaro et al., 2005).

3.4 Quality Assurance Models

There are several standards for controlling and improving software and development process quality like ISO9001 and CMMI model (SEI), however, there is still no standard and effective process specific for component-based systems.

In the literature, several frameworks and quality assurance models have been proposed for the development of systems to bases of components like (Cai et al., 2000), (Meyer, 2003) and (Andreou and Tziakouris 2007).

A recent component quality framework is proposed Alvaro et al. (Alvaro et al., 2010), the framework consists of four modules: A Component Quality Model that determines which quality characteristics should be considered and which sub-attributes are necessary, Evaluation Techniques Framework which defines a number of techniques to be applied to software components evaluation, Evaluation Process in charge of defining a set of techniques, metrics, models and tools to assess and certify software components, to establish an evaluation standard for components and finally Metrics Framework responsible for defining a set of measures to monitor the properties of components and control the evaluation process.

3.5 Design by Contract

Design by Contract (Meyer, 1992) is an approach and method of software design. It is based on the legal definition of contracts which binds both parties and highlights the interest to precisely specify the interfaces–behavior of a software component in terms of preconditions, post conditions and invariants.

The contract based approach provides proofs of non-functional and quality properties without requiring the full formality of proof-directed and mathematical development. This approach is particularly appropriate in the component-based context. In fact, a pre-condition on the parameters of an operation or a service defines a contract that the required/given component agrees to respect. Conversely, post-conditions on the return types of a required component define the customer's expectation from the service provider.

Beugnard (Beugnard et al., 1999) proposed a classification of contracts into four categories: basic contracts that ensure the possibility of running the system properly, behavioral contracts that improve trust in the system functionalities, synchronization contracts that specify synchronization strategies and policies, and finally QoS contracts which is the highest level and specify quality of service attributes.

Many contract extensions have been proposed for other programming and modeling languages like UML (Weis et al., 2001), (Warmer and Kleppe,
For component-based systems, Messabihi et al. (Messabihi et al., 2010) proposed multilevel contracts for components, however no complete contract feature has been proposed for service component until now.

It is important that quality is considered during all stages of the development lifecycle of the software. In fact, the contract-based approach allows both defining the desired quality properties and verifying and validating their accuracy.

4 OUR CONTRIBUTION

Dependability is a major requirement of the modern systems which consists of the system's ability to offer a trusted service. To meet these requirements, we choose a contractual approach. Indeed, within the component and service paradigms, contracts have become a part of their definition (Szyperski, 1998).

A software component is a unit of composition with contractually specified interfaces and explicit context dependencies only. A software component can be deployed independently and is subject to composition by third parties.

A contract defines the constraints between components that is to say, the rights and obligations between the service provider and the client. It has the advantage of expressing the conditions of use of a service by clarifying the obligations and benefits of stakeholders.

Unlike mathematical evaluation and prediction techniques, the contract-based approach is a lightweight formal method for specifying and designing quality-driven systems, it can be introduced in an early stage during the design phase.

To our knowledge, there is still no research work for introducing the concept of contract in service component based systems in order to manage and handle quality requirements.

Our future work will focus on proposing a framework for quality-driven Service Component Architecture by including, among others, the notion of contract for handling quality properties. The defined quality and safety contracts will become part of the design specification.

5 CONCLUSIONS

This work presented a literature review of main techniques and models for modelling and verifying quality-driven systems, we concluded that contract-based approach is very suitable for component-based systems in general and service component based systems in particular.

Contracts is a design approach for describing both functional and non-functional properties of complex and quality-driven systems, it also involves synchronization and Quality of Service (QoS) aspects.

As a continuation of this work, a framework should be presented and adapted to Service Component Architecture for safety-critical and quality sensitive systems.
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