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Abstract: Software quality characteristics, such as reliability, maintainability, usability, portability, among others, are directly determined by software architecture and, in consequence, it constitutes a very important artifact to be evaluated as soon as a general design is obtained. This article proposes a method to estimate software reliability by evaluating software architecture. Our method combines the strengths of three evaluation methods: ATAM (Kazman et al, 2000), DUSA (Bosch, 2000) and AEM (Losavio et al., 2004) obtained by identifying the main features needed in reliability architectural evaluation and studying several architectural mechanisms which promote this quality characteristic. Based on these features and the advantages of the studied methods and mechanism, we established phases, activities, roles, inputs/outputs, and artifacts; and we constructed a feasible method which can be applied in any organization interested in improving its software construction process and product.

1 INTRODUCTION

According to (ISO 9126, 2000), Reliability is defined as the system’s capability to perform its functions within certain operative conditions within a specific time period. The sub-characteristics of Reliability (maturity, fault tolerance, and recoverability) are globally associated to the software’s architecture or to each component in particular. In addition there are certain metrics that help us quantify those sub-characteristics. Currently, the demands of the critical and Real-Time systems are growing (Laprie, 1995). These systems in particular are used in ever more complex tasks, wherein errors can lead to catastrophic consequences. As a result, these systems must be more reliable, since they must be able to perform despite those errors. An interruption in the system’s service may lead to critical and dire situations. On the other hand, many organizations which render less critical services also require systems with high capabilities to satisfy their clients (e.g. online banking). Consequently, Reliability becomes a key characteristic for different organizations (Laprie, 1995).

Additionally Reliability (as well as other quality characteristics), is directly promoted by the software’s architecture. In this sense, there are different architectural quality evaluation methods. However, none of these methods addresses Reliability in depth. The purpose of this article is to propose an Architectural Reliability Evaluation Method (AREM). To that end we have studied in detail several existing evaluation methods: Architecture Trade-off Analysis Method -ATAM, (Kazman et al, 2000), Software Architecture Analysis Method – SAAM (Kazman et al., 1994), Cost Benefit Analysis Method - CBAM (Nord et al., 2004), Architecture Level Modifiability Analysis - ALMA (Bengtsson et al., 2004), Architectural Evaluation Method - AEM (Losavio et al., 2004), Software Architecture Comparison Method - SACAM (Stoermer et al., 2004), and Design and use of Software Architecture - DUSA (Bosch, 2000) as well as architectural mechanisms. After an in-depth feature analysis, we have used as basis ATAM (Kazman et al., 2000), DUSA (Bosch, 2000) and AEM (Losavio, 2004).

This way our proposal is grounded in a rigorous revision of the concepts related to software reliability evaluation, which allowed us to establish a set of phases, activities, roles, inputs/outputs, and...
artifacts. We were also able to construct a feasible method. Section 2 shows ontology for software architecture reliability which served as our frame of reference. Section 3 presents the proposed model and finally in section 4 we present our conclusions and future research.

2 A CONCEPTUAL MODEL FOR RELIABILITY ARCHITECTURAL EVALUATION

Even though the bibliography refers to Reliability in a recurrent manner, there is no agreement as to the concepts related to that particular quality characteristic. Consequently, before proposing a Reliability Evaluation Method, it was necessary to create a model to represent the involved concepts and their relationships. To specify the issues related to evaluating Reliability in software architectures ontology was proposed regarding those key concepts (Grimán et al., 2005).

Figure 1 shows the conceptual model of Reliability of software architecture as a set of related concepts (Grimán et al., 2005). It can be observed that there is a large number of conceptual relationships that, when considered, shall help to perform a much more systemic assessment of the architecture, which will translate in a much more objective and effective selection of the software architecture, ideal for the development of Information Systems (IS). Some of the concepts are shown in the Figure 1.

Figure 1: Conceptual Model for Software Reliability Evaluation (Grimán et al., 2005).

Summarizing Figure 1, Reliability contains the following sub-characteristics: maturity, fault tolerance and recoverability. There are also three complementary approaches used to improve System Reliability (Sommerville, 2002): fault prevention, fault detection and elimination, and fault tolerance.

Only two of these three approaches correspond to measures that can be applied in the early stages of the development process; that is, during the architecture design, to increase a system reliability: fault prevention and tolerance, because decisions about the techniques to be used to prevent and tolerate faults in a system can be made during the architecture design, whereas decisions regarding techniques to be used to detect and eliminate faults in a timely fashion correspond to the stages of system testing.

The method we designed for the Architectural Reliability Evaluation (which was called AREM) is based on the quality model provided by the ISO/IEC 9126 international standard (as shown in Figure 1). The following section describes the proposed method in detail.

3 AREM PROPOSAL

AREM is oriented to determine if the architecture meets the initial Reliability requirements of the system. As described previously AREM is based upon the best practices within the existing methods used for reliability evaluation. In this section we describe the AREM’s components.

3.1 Quality Specification Model

In order to specify the quality requirements, this method uses the quality model proposed by ISO/IEC 9126 (ISO/IEC, 2000). The functional and the quality requirements are refined into sub-characteristics which can be measured at an architectural level according to the standard, and that are addressed through a Utility Tree (UT) that will serve as a tool to specify Architectural Quality. UT is a scenario-oriented tool to evaluate quality characteristics. This way AREM is also a scenario-oriented evaluation method.

3.2 Roles Involved

The roles involved in AREM are: Requirement Engineer who analyses the Reliability requirements.
of the system; and Architect who performs the architecture evaluation.

### 3.3 Phases

AREM consists of five (5) phases which involve a series of steps:

1) **Initial Phase**: consists of the elicitation of the Reliability requirements, as well as the definition of the quality model which specifies the requirements and relates them to the quality attributes and the architecture presentation:

   - **Step 1.** Analyze the Reliability requirements of the system and then prioritize them.
   - **Step 2.** Specify the quality model to be used for defining Reliability. Some of the metrics may be specified additionally according to specific components and/or connectors. We recommend to use the quality model proposed by the ISO/IEC 9126 standard.
   - **Step 3.** Present the initial architecture.

2) **Research and Analysis Phase**: deals with the estimation of the key Reliability requirements and with the architectural focus.

   - **Step 4.** Identifying the architectural approaches. These are identified but not yet analyzed. Also identified in this step are the design patterns and the architectural styles, patterns and mechanism.
   - **Step 5.** Adapt the UT for Reliability, as well as, those quality sub-characteristics of the system which are related to Reliability (availability and security). These quality requirements are elicited, prioritized and specified in scenarios.

UT is a technique to transfer the goals of the quality characteristics of the system to Quality Scenarios that can be proven. It also helps to elicit a definition of the quality requirements of the system in a practical and operational way that can be understood by the stakeholders (Jones and Lattanze, 2001).

Scenarios, besides clarifying requirements, help to prioritize which parts of the architecture should be elicited in the first place (Kazman, 1999).

The Reliability analysis starts by considering several fault scenarios (see Table 1). In response, the architecture should manage the different types of faults: timing, semantic and system faults.

<table>
<thead>
<tr>
<th>SCENARIO</th>
</tr>
</thead>
<tbody>
<tr>
<td>Scenario 1: A system suffers a software failure in normal operation and is reset.</td>
</tr>
<tr>
<td>Scenario 2: A power failure occurs in a system in normal operation and it is replaced.</td>
</tr>
<tr>
<td>Scenario 3: One of the servers fails in normal operation. Another server assumes operation.</td>
</tr>
<tr>
<td>Scenario 4: A failure occurs and the system notifies the user; the system can continue functioning in degraded mode.</td>
</tr>
<tr>
<td>Scenario 5: The demands for electronic FTP come to a site where the FTP server is low, the system is suspended for a period of time from the first failed demand and all resources are available while demands are suspended.</td>
</tr>
<tr>
<td>Scenario 6: A failure occurs and the system can interrupt its service for a determined period of time. This interruption is not measured versus the system availability unless it exceeds a well-defined interval.</td>
</tr>
<tr>
<td>Scenario 7: Demands for the electronic FTP come to a site where the FTP server is low; the system is suspended for a period of time from the first failed demand. The user with the failed site continues sending new orders every 10 minutes, the system queues the demands.</td>
</tr>
<tr>
<td>Scenario 8: A failure occurs during demand transaction in normal operation. The system recovers the demands before the failure. No demand should be lost as a result of the overload or failure of the system.</td>
</tr>
<tr>
<td>Scenario 9: Due to previous deliberate intrusions into the system, public data are transformed into private data and access is regulated in normal operation.</td>
</tr>
<tr>
<td>Scenario 10: In Normal operation, A failure occurs in a component of a critical system and it continues providing its services uninterruptedly.</td>
</tr>
<tr>
<td>Scenario 11: A mistake in the replication process results in a loss of synchronization of a transaction in the database with the backup of the database. The transaction is synchronized with the backup.</td>
</tr>
<tr>
<td>Scenario 12: A large number of customers need access to the server side object. The server has to deliver data within a determined response time.</td>
</tr>
<tr>
<td>Scenario 13: A large number of demands on an individual data entity come to the system from a user interface under normal conditions. The system has to transfer data within a determined period of time.</td>
</tr>
<tr>
<td>Scenario 14: An unexpected external message is received by a process during normal operation. The process informs the operator that the message has been received and continues operating without interrupting its services.</td>
</tr>
</tbody>
</table>

The description of the fourteen (14) Reliability scenarios proposed in this research consists of the six elements defined by Kazman (1999): stimulus, source, response, environment, stimulated artifact, and response measurement. An example of the scenario’s components is shown next:

**Scenario 7:** Demands for the electronic FTP come to a site where the FTP server is low; the system is suspended for a period of time from the first failed demand. The user with the failed site continues...
sending new orders every 10 minutes, the system queues the demands.

- **Stimulus:** The demands for the electronic FTP come to a site where the FTP server is low. The user with the failed site continues sending orders every 10 minutes.
- **Source of stimulus:** Internal.
- **Response:** Queue the demands.
- **Environment:** Normal operation.
- **Simulated artifact:** System.
- **Response measurement:** Service suspension time.

Figure 2 shows an example of a UT proposed in AREM, which is obtained by adapting its components.

- **Step 6.** Analyze the architectural approaches. Based on the scenarios of higher priority identified in Step 5 we analyze the architectural approaches which direct these scenarios. The architectural patterns and styles, the design patterns and the previously identified mechanisms are analyzed. Potential risks, sensitive points and dependencies and interactions between the remaining quality characteristics and Reliability are identified (trade-offs).

![Diagram of UT proposed in AREM](image)

Figure 2: Example of a UT proposed in AREM (Grimán et al., 2005).

3) **Trial Phase:** the results of previous phases are compared to the specified Reliability requirements.

- **Step 7.** Analyze the results of Step 6 based on the ranges assigned to each scenario, in order to determine which attributes of the UT are inhibited, and perform a new iteration of the previous step to re-analyze the previously identified aspects. This is done in order to identify and document other architectural risks, sensitivity points, styles and trade-offs.

4) **Transformation of the Architecture Phase:** consists of improving the architecture so that the initial architecture is transformed into the ideal architecture following the specified Reliability requirements

- **Step 8.** Transform the selected architecture. This can be achieved by using the different architectural and design patterns and styles. The objective is to further improve Reliability by refining the architecture

5) **Report Phase:** This phase summarizes the results obtained during the previous phases

- **Step 9.** Present the results. Based on the information collected in the previous phases, the evaluator summarizes the results: final set of scenarios and their prioritization, Reliability UT and related quality characteristics, risks, sensitivity points and trade-offs.

The phases **Trial and Report and Research and Analysis** are based on ATAM’s phases (Clements et al., 2002). The phase **Transformation of the Architecture** corresponds to the last phase of the DUSA (Bosch, 2000).

Table 2 shows the inputs and outputs for AREM’s phases and steps, as well as the corresponding role.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Input</th>
<th>Output</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Table 2: AREM’s inputs/outputs.

3.4 Discussion

As shown previously, AREM is a method which not only facilities the evaluation of the architecture but also promotes the design of a solution through the transformation of the architecture when there are inhibited attributes or characteristics. AREM then, can be used to evaluate architectures with different
levels of maturity or detail, depending on the evaluator’s objective. Another important element of AREM is the use of questioning and measuring techniques (scenarios and metrics, respectively). This combines the exploratory potential of the scenarios with the quantitative way to represent the results. On the other hand, the proposed roles do not suggest a specific number of people in a team. The role of Requirement Engineer can be represented by all the people in a team who are familiar with the requirements of the system. The role of Architect can be represented by those technicians involved in database, infrastructure, networks etc. Finally, even though AREM focuses on Reliability evaluation, the architectural trade-offs obtained in step 6 are focused on other quality characteristics.

4 CONCLUSIONS

Architectural evaluation must be performed during early stages of the software’s development. Nevertheless, during each stage of the development process, the metrics can identify potential problem areas that can undermine the fulfillment of the requirements (specifically those related to Reliability.) Finding those areas during the development stage reduces costs and prevents potential changes after the development cycle. AREM entails rigorous usage, but also reports a number of advantages since it is based on the strengths of those methods which proved efficient when evaluating reliability. In the future we expect to work on a combination of AREM and other methods, in order to provide a study of architectural trade-offs (such as Maintainability, Security and others).
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