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Abstract: Anecdotal evidence strongly suggests that enterprise resource planning (ERP) systems have unintuitive user interfaces that hinder usability, frustrate users, and ultimately interfere with their successful adoption and utilization in organizations. Despite the huge costs associated with poorly implemented systems, ERP usability has received little attention from the research community. It is our contention that existing theories on usability must be extended to address the unique challenges resulting from the size, complexity and integrated functionality of these industrial behemoths. This paper discusses collaboration theory as a potentially beneficial way to conceptualize the relationship between the user and the system and to provide a foundation on which interfaces can be developed that enhance user performance and satisfaction with ERP systems.

1 INTRODUCTION

A recent study carried out by Forrester Research (Chew, Orlov, & Herbert, 2003) evaluated eleven different ERP products, including SAP, PeopleSoft, Oracle, JD Edwards, Microsoft and Lawson. Its findings confirmed the poor usability characteristics and unintuitive user interfaces of these systems, which contribute to decreased productivity and increased costs for businesses using them. In trying to perform a number of standard tasks that should have been “straightforward” without any training, the analysts from Forrester found that several of these tasks required “inordinate patience and expertise” to complete (Gilbert, 2003). The overall conclusion was that “users should demand better usability.” Yet, there has been little movement to date toward improving the design of the user interface components of these systems by either ERP vendors or the usability community as a whole. The clear need for efforts directed at this task provides the motivation for the research initiative described here.

Given the time, effort, and money expended on implementation and training, it is surprising that so little attention has been focused on understanding the ways in which users interact with ERP software and the degree to which the interaction model supports the tasks being performed. In this paper, we suggest that collaborative user interfaces (Grosz, 1996; Shieber, 1996; Grosz & Kraus, 1996) provide a means for addressing the gap between the capabilities of the ERP system and a means for harnessing those capabilities for meeting each user’s individual objectives. [Note: by “collaborative user interfaces,” we are referring to collaboration between the user and the computer as opposed to between users, which is commonly referred to as computer-supported cooperative work (CSCW).] The novelty of our research lies in its emphasis on the relationship between collaborative support and task performance and satisfaction; that is, the more capable the technology is at recognizing the user’s goals and collaborating to reach them, the higher the user’s perceived usefulness of that technology and ability to use it effectively will be.

2 RELATED RESEARCH

The need for understanding the relationship between how a person interacts with a system and her perceptions of the tasks that the system needs to accomplish is often noted in research on user interface development (see, for example, Stary, 1999). The importance of designing interfaces with the personal goals of the user in mind, rather than
the system-prescribed method for achieving those goals, is also emphasized by Cooper (1995). A review of current literature yielded few studies that discuss these issues in the context of ERP or other enterprise systems, and none specifically focusing on interface design or usability. Kleiner et al. (1999) do, however, raise some of the human factors implications of ERP systems, including the lack of attention paid to training and the maze of screens one has to navigate.

A recent annotated bibliography on ERP system research by Esteves & Pastor (2001) does not include any references to papers that directly discuss ERP usability. Similarly, a comprehensive collection of state-of-the-art articles on usability (Jacko & Sears, 2003) does not include any articles discussing usability issues of ERP systems, enterprise systems, or any other administrative organizational systems. While there is little research addressing ERP usability, user interface research in general has made considerable advances, as evidenced by collections such as Jacko & Sears (2003) (see above), and a large number of innovative interface types. Although a number of experimental interfaces have even found their way into practice, they have not made inroads into ERP systems to the best of our knowledge. Applying the scientific and technological advancements that have been made in user interface research to these systems holds great promise for improving their usability.

3 COLLABORATION THEORY

In this paper, we contend that collaboration theory in the context of human-computer interaction could be applied as a set of guiding principles to enterprise-level administrative systems, such as ERP systems. It has been suggested (Grosz, 1996; Shieber, 1996) that to provide an adequate level of support to users in the increasingly complex environments of modern systems, human-computer interaction should move from a master-slave model, in which the human user issues commands to the system, to a model based on collaboration between the system and the user. In other words, the computer system should be viewed and act as the user’s true partner in the process of goal achievement. This view of a system-collaborator, supported by a philosophical account of cooperative activity (Bratman, 1992) and by more formal mathematical frameworks of such a collaboration (Grosz & Kraus, 1996), has already been used in the design and implementation of collaborative systems (e.g., Babaian, Grosz, & Shieber, 2002; Rich, Sidner, & Lesh, 2001). None of these systems, however, have been of the organizational administrative ilk.

Before we can present a concrete example illustrating collaborative behavior, we need to specify the characteristics defining what constitutes that behavior at the conceptual level. As defined by Bratman (1992) and further elaborated for computational use by Grosz & Kraus (1996), collaborative behavior is identified by the following principles:

- **Commitment to the joint activity.** Each party recognizes and is committed to the joint activity. As part of this commitment, the parties need to be aware of the context surrounding their collaboration because it may be important in determining the finer details of that activity.

- **Mutual responsiveness.** Each participant seeks to adjust his behavior based on the behavior of the other and guided by the commitment of both to the joint activity. Combined with the commitment to the joint activity, mutual responsiveness entails that the parties may have to adapt their actions for the benefit of the more optimal joint outcome.

- **Commitment to mutual support.** Each party is committed to supporting the efforts of the other. When an agent knows the other party may need help in performing a subtask related to their shared activity and is able to provide such help, the agent is ready to assist and the other party recognizes and supports such assistance. Commitment to mutual support also implies communication with the purpose of sharing information important to the completion of the joint activity.

- **Meshing subplans.** The parties should seek to decompose the task into mutually meshing, although independent, subplans. The parties must thus engage in communication to coordinate their independent subplans at certain times, as the need arises.

We believe that collaboration theory is an excellent foundation for usability design and evaluation because:

- It directly addresses the process of cooperative problem solving in a systematic way by describing a set of requirements and procedures that must be in place to achieve successful collaboration.

- It provides a framework and explains the benefits of many existing user interface
practices and developments that improve system usability. A simple example of a collaborative interface practice is the highlighting of an incorrectly spelled word. An example of a larger development is adaptive interfaces (Rogers, Flechter, & Langley, 1999) that learn over time to adjust their appearance/behavior based on the history of use, thereby implementing the mutual responsiveness principle of collaboration.

- As noted by John (1996), one of the challenges of usability research is to find evaluation frameworks that can simultaneously be used to guide design choices. Collaboration theory satisfies this criterion because it can serve as a design guide for interface development, as shown in Ortiz & Grosz (2002), Rich, Sidner, & Lesh (2001), and Babaian, Grosz, & Shieber (2002).

4 TRANSACTION TASK EXAMPLE

In order to illustrate the application of collaboration principles to the design of a user interface, we present an example of a typical ERP-user interaction. Based on these principles, we point out how the interface fails to support the user in achieving her goal. We also suggest how the system could be modified to be a better collaborator.

Pat is an engineer and a relatively new user of a large enterprise system. As part of her engineering assignment, Pat needs to order a certain hardware component. She tries to create a purchase requisition, but is stymied when she can’t specify the item to be ordered because it is not listed in the Material Master.

The option of adding a new part to the Material Master is not available in the purchase order interface, although its implementation exists and is available elsewhere in the system interface. Interface design based on collaboration should recognize the broader context in which the task of creating a purchase requisition may occur. Based on the mutual support principle, the system should provide easy access to related or prerequisite tasks, such as adding a new part in the context of a purchase requisition.

Pat has to scrap the unfinished purchase requisition, enter the part into the Material Master, and then proceed to create the purchase requisition again. To create a new purchase requisition, Pat follows this menu path: Logistics – Material Master – Purchasing – Purchase Req. – Create. She enters information regarding the delivery date, the plant to which this part must be delivered, the storage location, and the purchasing group.

When Pat presses Ok to move to the next screen, the system complains: “Date period D is not valid.” Pat goes back to the date field and tries to modify the date specification. Reading the system help on various formats fails to explain how the D, T, W or M options affect the format of the date to be entered (particularly since Pat does not recognize the use of the letter ‘T’ for ‘Date’ in German), so she is puzzled for a while until she stumbles upon the Possible Entries option that is available for the date field. Selecting this option results in the system displaying a calendar from which Pat selects a date, which is then correctly entered for her by the system into the date field.

Although the interface includes the very useful option of selecting the date from a calendar, this option is not offered and remains obscured even though the system has detected and reported the user’s error. Commitment to mutual support and mutual responsiveness would require a system-collaborator that has the ability to offer such help when it can provide it, instead of merely informing the user about a failure.

A colleague then suggests that Pat select the Model service specifications option, which displays the actual names of all items listed in the form in addition to their numeric identifier. Pat finds this option very helpful for both clarity and verification purposes, and opts to use it.

Commitment to mutual support requires that the collaborating parties share the knowledge that is relevant to the success of the joint activity. In the previous example, even though displaying the item names in addition to the identifiers would be more informative from the perspective of a human user and is very easy for the system to do, the interface does not provide this information without a specific request. Typically, new users are not aware of all of the available options, and thus fail to take advantage of these types of capabilities.

Pat verifies that the information she has entered, including the destination plant for the part, is correct, Pat confirms this to the system and is
taken to the next screen, where she is asked to list the items to be ordered. Unfortunately, Pat has forgotten the exact ID number of the part she just entered into the Material Master.

If the system kept track of the steps Pat had taken previously and used this information to examine the context of the current interaction, it would be able to recognize that, having just entered a new part, Pat is likely to need to refer to this part’s information when she follows with the purchase requisition.

Therefore, she tries to find it by reviewing the item descriptions using the Possible Values option for the item field. At some point during this review process, the information on the screen changes completely. Pat is unsure what she has done to cause this change and wonders whether or not the information on the purchase requisition is still available.

The rapid and drastic change on the screen creates an impression that the purchase requisition task has been abandoned. Pat is now unsure of whether the system is still committed to the joint activity of creating a purchase requisition. This situation demonstrates the need for the system to convey the future steps (plan) in performing the task as well as the history of the steps performed and the context of the most current interaction. Collaborators need to communicate in order to make sure their mutual plans for achieving the shared goal are coordinated.

After an initial moment of panic, she discovers that she can still get to the list of items in the purchase requisition by using the Go Back button, and heaves a sigh of relief.

There would be no panic if Pat knew exactly where she is in the process, in other words, if she was kept aware of the plan by the system-collaborator, and knew how to get back to the previous steps.

There are more than 12 available options for displaying the material lists – too many for Pat to make use of them all.

Pat has just provided the system with information regarding the plant for which the part is being ordered. The system should be able to infer that the list of parts for this plant should be most useful for the search, and perhaps rate that option higher than other searches for parts.

Feeling overwhelmed by choices, Pat finally notices an option for displaying parts by plant and, in reviewing the material list for the destination plant, locates the description of the part there. Upon specifying the quantity, Pat is done creating this document. She feels unsure, however, if the information she has entered is complete enough because there are a lot of other fields on the form that she has left blank. After consulting the help desk, Pat concludes that the purchase requisition is complete and saves it.

The system knows which fields are optional. It should communicate this knowledge clearly to the user, because this would help Pat complete the task with confidence.

Note that as the critique of the above scenario shows, the principles of collaboration influence both the design of the static components of the interface as well as the dynamics of human-computer interaction extending over the entire process of completing a purchase requisition for a new part. The effect on the static components of the interface, such as the content and layout of the screen, is manifested, for example, by including the option of adding a new part to the purchase requisition interface and by displaying information that is certainly going to help the human user (e.g., field optionality) without waiting for a specific request. The collaboration principles should also guide the system behavior over the process of working with the user on a task, by considering a broader context of each simple interaction, as when the system may recognize that the part number of the newly added part may be used in the purchase requisition that follows.

5 DISCUSSION

It has been argued by the usability researchers as well as the researchers in the collaborative interfaces community that design for usability cannot be achieved by a local change in the interface. Collaboration cannot be “patched on” and must be designed from the start. The influence on the design is not limited to the system front-end: to implement a collaborative nature of the interaction generally requires appropriate support in the data model and the algorithmic modules of a system. Investigating the design principles and the resulting representational and algorithmic needs stemming from the human-computer collaboration model of the interface is especially interesting and important in the context of the enterprise-wide
systems, not only because of the obvious shortcomings of the ERP interfaces. These systems span an enormously broad domain of organizational tasks, while most tasks involve multiple logical and physical system modules, and there are multiple users with varying demands and expertise levels. All of these issues present a challenge to the interface design for usability. We are currently working on the design and implementation of a prototype involving several categories of ERP tasks to demonstrate how collaboration principles can be used to address these issues.

6 CONCLUSIONS AND FUTURE WORK

Improving the usability of ERP systems provides benefits that extend well beyond meeting the needs of individual users; it benefits the organization as a whole by reducing the length of the training time, improving employee satisfaction, and providing valuable information on overall system usage. This paper has argued that collaboration theory is a highly relevant conceptual framework that can be used effectively to guide user interface development work in the context of large-scale enterprise systems. Future research on ERP and enterprise system usability should address both the technical issues related to user interface design as well as the overall impact of ERP interfaces on organizational decision-making.
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